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**Introduction:**

Battleship is a game where the player takes turns attempting to guess the location of their opponent’s hidden “ships” which are scattered throughout a 10x10 gridded game board, typically labeled using alphabetical letters along the Y-axis and numbers along the X-axis. The objective of the game is to be the first to find the location of all your opponent’s battleships. Once you manage to do so, you win!

**How to play:**

In this C++ version of the game, the user is the one facing off against the computer as they attempt to guess the location of the computer’s ships. The game starts off by introducing the player to the objective of the game as well as giving them a couple instructions on how they should input their guesses. Additionally, the program provides descriptions for what certain symbols represent throughout the game.

For example, a “+” is an unexplored location on the board, an “\*” is a location which has been guessed but was found to have no ships aka a “miss”, and an “X” marks an explored location which happened to have a ship aka a “hit”!

The program will then present the game board to the user and will constantly update it as the player attempts to guess various locations and eventually beat the game. There are a total of 5 ships that the player must destroy. Each ship has its own name, hit points/health values, amongst various other properties.   
The game will display when a certain type of ship has been sunk. Sink all of them to win!

**Summary:**

As I made this program I wanted to completely upgrade and convert my first project into something much more functional and advanced. I was able to do so by implementing loads more features into my project as well as incorporating newly learned material such as Classes, Inheritance, Abstract Classes, Operator overloading, amongst many other concepts covered throughout the semester.

**Project Size:** about 1400 lines

**Description:**

**Sample Input/Output:**

Input: B4 (enter)

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAA18AAAN6CAIAAAD+RWS7AAAAAXNSR0IArs4c6QAAyRFJREFUeF7t/c9PG9m+6P2Xzz3PvtMjPd89uE1jSEtE9OQMbprwRI4N7AmZECmBo6RFnGbS0JOQhI4EEaGjDrGaSH3Mhj3p0M8gAXM7eQRE2pmEySYxQRGhe3LvIChIBJsmurr7P9i659Z3rVp22RjXcvkHxthvhCKCq9b6rNdaVf54Va3Cc+pU64e//+PEH/8g/jX4QgABBBBAAAEEEKhtgX+q7ebT+iwCZufwxspwl2migwACCCCAAAI1KFCC7NBs6l1cWfj15WKNpBRd92Vjw51lSp5Ky9s8MC2CXxxoLPlYt+Kcvt5UJpaSx0+BCCCAAAIIIKAEUtnh9VmZ9KjUwTQb0/+rx/JszXd39Jxqm1qtYFSRFZUqJXp+p+f71wXmQJownF4qLe/mw8Erv+zl6NDlBy0dD557PBXcn4SGAAIIIIAAAoclkMoO/zz+LBZf+qK9++LOpV9fDhnj3ae+XhK/6X64c1iVUy4CCCCAAAIIIIBAhQl47FUp2//r/5l8eWamfaIptNjn/Ribv3bTGPnV/6blTlTEbJqBybnBgFfOJ5nm3uqT8ND+rFFu8PLMSvtExpxTc+dwaKSlwZqIir1+a/iMR8ltugaG+3wtDV6PKDC+tjA6+urduZHfbp82429XjRZ//cfViQWjV1Yaez3V7S6Mg7ziiufSzAUVgPoS1UX6r01tJX5zMIzNXNNm4uJyx+qtmH8oeLbOatfS6GhE7SWqmxxrDXjl70VDIvNPp5Zleq0JI2eECf8DvJpOEbO/50NDd63wZH+tGQ27YZXoi0nKkLEQ9Q0Grd60bdODNM2399K6Ukwki42jP0yp7shoclJVDICeWBpshQ11wkEAAQQQQAABVwLp9x3GY7tGk3HiM+/H6Nqe398mCojvxlUxN0JnVsa7xcyi+G7pGJzZuRR2ce+aTET8b0atvcT36OrvdlBd96c7dp52X+1RBY6ungmF2jzLD8SEZby+zpi/9UX/esPIoPhBTmH6zqhFEgWEoa7MisupsV++teNPpYbZwnAj5x8ZMlbDyXYZobkrzWoZx/u1mfFr6vdfjP/eMHJJRa4JQx+hJhidxrlL33nXr3x90YokvLK/FO/lngYh3C6mh7+NegfteyidrmJPXZUX0/29YgzIveQE8+O0JqcK39t+7waPbRBAAAEEEECgcgVS2aHHs2MYdZ+d8wWM9eWf3qx66883ypkn9RXwtdz9eUndmCi+I7dP+32+nM3q9BnRx6/sqbjNZZGoJW5o6/Cuz7z4YJewufwg6u1JrGnYXR8S823vd2PGxorY5v1ukWFo4tSFoW3e6sQ1NSkovkS7HsUv9J+z/nPS1z+WUPrt54v+nEZFbKDrlBdPI/HWSKLLhvqM9dGfUtpxMfVrBe/Z2tlO5P+541idn3i+lWiyyCMfxVs7T+beiy0QQAABBBBA4HgJ7FuzvB3/pMH/qTe+u+mJxozWPt8nsZ1kSrH77EqbmohKziBenT+CplZIGFla/jG2LX87OdMas6bl5MzcYa/UcdYQuf7UnUEVRrA//MhonQvJyeCSfn3S8FmqPI8nOsRalpL6UhgCCCCAAAJHIrAvO9za/Rg4e3p19ZUIZXnN8NYnMh7xXzFRJK78Ji6einvXxCPxZntzRiwKCYwlL7nKvXrDs4mHnqzEW/vPnbBLEAUG4gv2BV+nkgsLI1FavVf8IG7I6xqYFg/fUW0pLAyxo3/kL9c7G1XJzeIGSu/6snVRtcHY296WKbXZJO7868kyd5gtDE2EGmSNhrgzcnEgoNr4TgS2m7pJIGevOW3g7x3pako0Wdwr2ed9NvMita14SmI5H/RTcCvYEQEEEEAAAQT0AqlVKeJvpYjbBOcu76nlCPLNfsRIX5ogV29ctteXpNZhqCUL6dWY8aWW5MyiyJxC9l7xt4/GxdXJtOUg1ksZq1JkahVfCgZ3+18O+o2Ne+1vOuQPH9VSEqcw9O1MX8AhF5E8jmw6h6FflZJcovFt1lUpdnvlWpCJdWPkgh25lZumFvdkhOH0kp7XSUOumzE2GsSin8R6oCmx6Ee0S3Rx5EtrqcrrKbHeSGx296y1yuSXb8WaFU1dmoU4Sl4MGLGiKPrDxaFlHoXDaQcBBBBAAIFjLLAvOzzG7SD0QxawssNuMr9DZqZ4BBBAAAEEjl6gBH8r5egbQQQIIIAAAggggAACJRIgOywRZFUXI644iwvQgdtLG/ytvKruaBqHAAIIIICAEODKMsMAAQQQQAABBBBAICXA3CGjAQEEEEAAAQQQQIDskDGAAAIIIIAAAgggkE2AuUPGBQIIIIAAAggggABzh4wBBBBAAAEEEEAAAeYOGQMIIIAAAggggAACegGuLDNCEEAAAQQQQAABBLiyzBhAAAEEEEAAAQQQ4MoyYwABBBBAAAEEEECAK8uMAQQQQAABBBBAAAG3Atx36FaK7RBAAAEEEEAAgVoQIDushV6mjQgggAACCCCAgFsBskO3UmyHAAIIIIAAAgjUggDZYS30Mm1EAAEEEEAAAQTcCpAdupViOwQQQAABBBBAoBYEyA5roZdpIwIIIIAAAggg4FaA7NCtFNshgAACCCCAAAK1IEB2WAu9TBsRQAABBBBAAAG3AmSHbqXYDgEEEEAAAQQQqAUBssNa6GXaiAACCCCAAAIIuBUgO3QrxXYIIIAAAggggEAtCJAd1kIv00YEEEAAAQQQQMCtANmhWym2QwABBBBAAAEEakGA7LAWepk2IoAAAggggAACbgXIDt1KsR0CCCCAAAIIIFALAmSHtdDLtBEBBBBAAAEEEHArQHboVortEEAAAQQQQACBWhAgO6yFXqaNCCCAAAIIIICAWwGyQ7dSbIcAAggggAACCNSCANlhBfWy2Tm8sTLcZZoVFBOhIFC0QA0O7MKaXNheRfcPBSCAAAKZAkeWHZpNvYsrC7++XCQf0o9KDVQFGoq3N9mn9wMcau4FmgemBdriQKP7XSp2SwZAxXZNSQIzzUB4Vp635WE+O329qcCPstU05ksCSyEIVJqA59Sp1g9//8eJP/5h+1/+bWnmQoPHkx6iab691z7xfP8vS9gGca6ZfHlm5TCrKGG0R1iUBqrSDGV+4H/Tcieak0u8Q4SMcPfDnZxbHuoG5QzDqa5yxnComKJw9wOgsEiOtdWxDl70V9f9hb7d6e6HuY/unJ173ClyNpANEDjWAvvnDtemv2jvPvX1Uiy+JH9om1o91o0jeAQQQACBkgrEdl6VtDwKQwCBShTYP3f41W73nai4Xrk0ZnRfnc+YlOoaGO7ztTR4Paa5F19bGB19tamdU7w+uxD0eqI/TBm9gwGvnJKMvV4aHY2k75V13ksEMDnWGvDWyXmI+NvI/NOp5cT0kirTjC8Fg5F3Rtvky8GAx2O+nnIzU5WVX19g1iaLj7yRL+tiv3wrJr2klTXhGv3h4tDyvmnXjOrEZ+67ZwVdYi7WangqeLscp8naUs0dinmd326flqrxuuBZKRx7PSU6XUUra5lLdJbo5dUn4aHkxJ72pcYboSFVmij53prxXX2OuUO7vbaSqC7Sf21qK2GY72DTBK9psj4MTZPVGJCd1f+mY0yKyYaPTzxPxn9wsOnrsuZRFqK+QTG83XeK/ozS3DkcGmlRVwNir98aPuNRcpJew+v0kqbJpuk4AJwGdo5x6HAGKLi/nKBynqOcNESTz4eG7qoxL46UNaNhNzEL7tjk5Lki65jXnwGyhpHrWHaMUD9sHJtsnTrS91XnQE1p+pNeYWNeOw4dT1+V+N5LTAhUtoDb7LDr/nTHangomaXJNx7/GzurcGqjODt85924N/70+ZY8iai8czSYShCzZ4dm4+cnP2xab7QyU5z51L70LE7Kky8vpf57oMB8tTUFapqccU1ENLNjtVufHYrArs9OG+PX/vzZiDjJimzy5guR3Z6ZaZ+w0+XCUsB8ryxb70OtMSvzM5sab4z92DCfCP76/eHtx6kUR/Ryf+NTlSA6vSQzg7khYz6sMnizKTA5NuiPT7vJ150uLRU22DTBa5osYnYKQ1NgIhl9Oejf/RhJtt3N2NNcWZ67bKxOyEPMfadoapQV1ac+wjV39oZGPlXZoYZXL68+0mQ02c0AcPoQ6DQORZlOZ4CC+6uAc5RGQ1497/09OB4RpymVKfYls0NVkdNRqb+cmnUvXRjOx3LOCLOC5Dz0XJ7r7MI1Jz1BUdiYzzoONecoNwcm2yCAQIZA6sqyZ2s+I9sTM2JDHQ/UTYcd3vWZFx/snTeXH0S9PW5uSV6dF9mGzBvEl6jiUby182SuXjjp6x+Tdz2L799+vuhP29zj2Zl5Utf3zQn1u/NfXYjN75uMzFV05uuaAgtuslMM2/FPGj4zPm+si8X3/P4242R9w9ob/fxrvs1xu/3uusr5PFs72/HUTgFfy92fl5S8+I7cPu33+dTLji+d9AXiC/bkrmcrenN+w20YDtsVJq8JXtbj0GRNqDkKlHtu3Ates9teZKvjIl+3Mmz3naKpsdNnRB+nZvc3l+e7XRzLLuQPNLmYAeDUKc5ngOL6K/veTuconcaLp5F4ayRxsAz1GeujP6VOj0WOhIzdc3SKk2FBEboYAPk1Tn/SK2LMZzn0XByw+QXP1gjUskD51yzLDEn/NSlmtuZviRsfs977+O6ncOzyJfHYFzEh1Od9lnPGLmfvlrxApxr/urrR0HhCvm2PL6z6ztz4U6uxm5aa5Qy0DBvsPrvSdlHJq++Wq/OJajUvlSEwN1WUPMKSF+imFQe3qZAwCgu+oL30ZwDHIksGlfscJT5VTt0ZVMdIsD/8yGidC7UV1NbD2qlCIizwpFdYVxa212H1AOUicLwF3GaHK/HW/nOJGTvRYnHNUc4YOd9lZav4e0e6mhrVf1U+N/MiB1mDsbe9LT+Ii0ts50M96XOH4pfJ2b62G2Ot0fFIelnyaQsrCxsr+T1nwalATZPf7ex5fb5mkaGajdZtOu4GwYs3Md9QwFif2oqurLVcuWxE/3ZY8w3uAsrcSszshkJtol3qBdHLG7O96mfHl96vyVnkTruLA5O9LXnUXu+VHS0Zp8WzjVTVhQ02TfC548kWRlEFaqrMVpdm88LCWF4zAmNX0rqyN5x8/oiGtxD5IgdAtpbrzwByj5L2l9M5SqMhLrAuDgQU77v3YmbaiLv/pJfnACikU6zFxQVEWFhduuOroJNeYWO+sL1ynxzYAoGaFEjddyiea5Nx03fGCgmZBl2WN7m7XJUiPK2bVG7F/IklC+mrUtT94Ptyu/iSmqlqHhgOJStanVg3Ri74jY/pSxasmwV/9K9l3tymbtPOea/0wY52KtCpyda9Vj/aCwiixmDwrMdNvaLVgbVbcjmLuG9pxAgmbzrUaBT2ktNgVkQyIbNW9jSFFsVaGfFfO3i7yfKX+1cROb10cFHC3S/FwpdEb2oOq/RlH7Kux/IuLrV9AYMtfa/04HM22U0YGRoZneL+wU9Z61I32stOsdZXqXv5XXaKhtc+jmRR8beP0hbNaHidXtI0WTMAnEavvlP0Z4AC+kujpDlHacah3MvYaBCr9BKLfqbsVXqaA1Z2cdrCr/Qxr98ra6foDTUR6t/pnAaAPUrt3XMuxVNbZj3pFTzm9Yee5vRVk+/vNBqBwgX2ZYeFF+OwZ763MLsMIHEj/HhqiWsipRCLYHwbBTyg0alAl/GwGQIIHFOBQzpHHVMNwkYAAQSUgNsry5Xlde5S1uvan3mN+JOnhTy726HAymo10SCAAAIIIIAAAocvcIhzh/YlgIxH2RXcKPsZgaqEYh5zmCgh+dDBUhVYcNPYEQEEyi9Q8nNU+ZtAjQgggMBhCBxidngY4VImAggggAACCCCAwKEKHM8ry4dKQuEIIIAAAggggEANC5Ad1nDn03QEEEAAAQQQQOCAANkhgwIBBBBAAAEEEEAgJUB2yGhAAAEEEEAAAQQQIDtkDCCAAAIIIIAAAghkE2DukHGBAAIIIIAAAgggwNwhYwABBBBAAAEEEECAuUPGQKUJiL8Vu7Ey3GWalRbY4cVTg00+PExKRgABBBA4DAGuLB+GKmVKgeaB6V9fLi4ONMKRl4BIH4Xbxv1AXnuxMQIIIIAAAqUSIDvUSYr8huSm4KG2+XDwyi97+t09yw9aOh4U8qexs5V7LPorZ5PFBqd+eFswOzsigAACCCBQpADZYZGA7I4AAggggAACCFSVwL6/s6z+Jr0ZXwoGI++MtsmXgwGPx3w91XInKhrdNTDc52tpEBuYe/G1hdHRV5sej5itiXxZF/vl2+6HO2ZT79LMhQaPJ/rDxaFlj97JNBvPh4bunq0Tm4kCV9eMht2wKERfoNNeKvLoD1NG72DAK6uOvV4aHY2ICK3yA5Nzid/Lup6Ehx7u2OE1dw6HRlpE2NZebw2f8ah94q8nr6i22JuJHSP916a2crWrqXdyrDXgtdoVfxuZfzq1LOsSlwt/u31a/iZeF7RaHXs91W3B5oLKHry+wKxNtndZNVr89R9XJxYUlx2JfgA4xenUKWJ70ZshYyHqGxS9k9Fke7SY5tt77RP29KG+Kx1jSI49p/7KOnr18mooyvD633SMSSjRfffGJ55viUPAcURpNJyabA3RxhuhITUwZC1rxnf1b9Rxpx+9uYYPryOAAAIIIJC3wL7sULxFTb68tJJ8q5ZvZmPGaFDmWF33pztWw0NWoiPf9UVG5X+jkhsrA5CJnXqp6/5Cx2p37uxQ3FzV+3twPLIp32tlpthnZYf6AuUtWQ57iXq/827cG3/6fEsWkh789fvD24/lm7odfH/jU5UgyuDrE5mu1a7e0MinIjtUyUpG09zoirZ8fvKDaJSKYXLm032eM60xKzc1mxpvjP3YMJ8bShO8lW1kL9Bpr8QuE+Gb2z6R/sYmbokf7CA1A0DTdk2nCMC5y8bqhBw5WZssU5+XZ2wiewg5daW+C5z6SzN69QVa4Q36dz9G5sMqy1dfuk5xHqJq34NNlqnh3JCRrMJsCkyODfrj0yo71NTlZkCyDQIIIIAAAvkK7Luy7PHszDyp6/vmhCrl/FcXYvOJ6bcO7/rMiw926ZvLD6LenutNRSw1ffE0Em+N/LwkbsD/9eVQn7E++lOqfMdmaPdanRcpYOIt3LM1/yje2nlSlhTwtdxNVCTqWozcPu33+VQVnT4j+lhOgqr/bi7Pdxd5G9xJX/+YrEV8//bzRX9GS3bXVVbq2drZjrvqLE3wcn+HAnV7iV1EovN+N2ZsrIg+fb9rx6EZALpYtZ0SF9mwlVe5b7LY2KkrXZEd2Ki40btxL3gtPTXUjyijgIF90heIL9hVeLaiN+c37EbkGACFibAXAggggAACzgKZ9x2++ykcu3xJPGFETDL1eZ/lnAIs2FYkIlN3Br9o7xbfwf7wI6N1LtSWs7Q89/qk4TOryN1nV9ouqrrUd8vV+Zx1FbbBpJjMm7+lajnVNrVaWCnpexUWfGF7GUYBAyDPTilMJNmVhe1d8r2ceUuvUWhXlrzRFIgAAgggUCMCmdlhcvao7cZYa3Q8YiusxFv7zyXmFMUvxZVlOdthXT99t7Pn9fmaRUJpNlp3d7miExeCFwcCYi9ZwnuRwBnx3cRkmqZAzV6iHH/vSFdTo6peZbczL+TPYhIxFGpTdangN2Z71c/La0Zg7EraS73h2el9c6L1XlmabNq0eDKfvaVTIxuMve1tOQkqLqSeD/Vkzh26stm3kSZ4TWGF7SUKdBoAmrr0nZJ/i+UeTl2Zu7Rs/aUZvbkLzLaFhrcQjfdrcia+0x66gcneFrvanF0parSeHMQTcArrTPZCAAEEEMgU2HffoXrRuvnsR/9a4rYnew+Z+V2WqzfSV6Wo7W/M/WgvO4gag8GzHrVORZ9SdBgbDWKZS2I5yJRa5qIvUN7U6LCXdb/jrZg/cWt/+qoUUaYdvPg546XmgeGQ1S75UvztI2vZQZIitfhA7vVY3iWpH0R2aXL5y8S6MXLBb3wUy1n+/NmIWJUiW2ct+mkKLd49a9WYC8opeLXERFPgwSa/O5cew26/uKPO2LjX/qZD/iCDVOm+0wBwarhTp6hVHbJAa2GT2Cy9yWr1SXqZQkbN6eq7UuOfvoAjo7+cRq+mtIwIM1bPOI0ozRDVNPngqpS7X4o1TEmQ5KF3cPQqLgEb+2Wq+2HuRU6cAhFAAAEEEMgpkD07lPfIj+den5uz9HJu4HI1TDlDOqZ1JRZJHN0AoCuP6cghbAQQQACB6hDI9rzDc5fsq8bV0UhakZ8AAyA/L7ZGAAEEEECgqgRSc4fb/+v/UQ84VO2zH3N4LJprX7Nz+VTCY9GoMgepnt5y5AOArixzv1MdAggggAACGQJZrixjhAACCCCAAAIIIFCzAvwlvZrtehqOAAIIIIAAAghkESA7ZFgggAACCCCAAAIIpATIDhkNCCCAAAIIIIAAAmSHjAEEEEAAAQQQQACBbALMHTIuEEAAAQQQQAABBJg7ZAwggAACCCCAAAIIMHfIGEAAAQQQQAABBBDQC3BlmRFylALir0VvrAx3meZRBkHdCCCAAAIIIJAmUHPZoUhHfn25uHE/UDnDQPxZYRFSuLP0GZL48yfhWVm4bPLs9PWmHFWYTb2LK3L7gxmb5qXKkSSSYgQObxwWE5Vm3wo8lg+ppRSLAAIIlFkglR2qU634XhxoFEFk/LfMYR1edZ7lB6d+eHt45RdQ8vM7Pd+/Ln1qKCI5HxpsWJv+or1bfLdcHZzaSvyZRKcgPVvz3R09p9qmVg9soXmpgCbbu4juaOl48Dz59xuLKaq0+zYPTKvDIZFb5/NxQuyrDqKDX5qX8o1fJXN2Hi/+AmHyY0BvvkWp7Q9vHBYWT869KvBYzhkzGyCAAALHQiCVHcpT7ddLsfjS6E8fROjiv9+/3ov+cLH74c6xaAlBZhWI7bxCpgCBzYeDIqUWHyTEHxyXufWdaAGFHOouKpnzeE5/F2oTFU1d7VHRtlydP9R6KRwBBBBAoOoFMv/OspgyXPK/6b4TFZMcISOcnhp2DQz3+VoavB7T3IuvLYyOvtr0eMRmkS/rYr98K7YUFx+XZi40eDwipxxazjFNJWSbO4dDIy1ie/Fz7PVbw2c8ap8Q00iinMmx1oC3TvzejL+NzD+dWpYZqojtt9un5W/idcGz8tXY6ykRas5OMs3GG6EhtYvY/d6a8V39G/v9Pmu79GWKAs+Hhu6qAs291TWjYTdlVUCBYh6oY/VWzJ8IMvZ6aXQ0InhF+WJOKCjM40vBYOSd0Tb5cjAgiEQSoG24skpvheoj9Rt9hOJ69OTLMytWX2Q4OL2UtUDRqLtnxWh5e091qyw2Fbw9WuwNVF36Xk7vStGiqO9HgZNzvDmNqNwjR0yo+1NDxd5etmVuMOCVPnIAPAkPWbZ2o9K23Iv0XxOztpqXrEKyFygPE+sQk0r9bzrGZKVyDI9PPN/yWMNm2hjpiakqktE6HZU3jRF1BK0aLf76j6sTC0avLNA+jjTjsLAI9cJO41DTZM2xfBgR5hwhbIAAAghUpUBmdihTh/vTfbKtC+mJl/hlx2p4yMrS5DuWSOysJFK9e6XnkdYbTHfO7FDuVZ9IMa0Ce0MjnyayQ7Px85MfNq3LoPJ9feZTO1Ox3mJbY9absdnUeGPsx4b5HHXJt5O5IWM+nEgxmwKTY4P++LTKrjTt0vS3fBvu/T04HhFBqkyxL5kdFlagQPvO9zEykQhSavQao0GZIIryJ19e2icwlngp54jM2hc5I8w3O9QUeH122hi/9ufPZFIicribL0R2e2amfUIlvoms6EAmqullUWDDfGIcWp8u6qJWYqSnEIZOIyrHjg7Z4fX7w9uPZX5mHw79jU9VgnjwiEiv4uCHLvWqvkCVWPt3P0aSw1jtpfp3pvEvc751+eHh3IidyzodlQnbifDNbZ/4LBebuCV+sA8xzTgsLEINr34cZm2y/lgueYQ5jy82QAABBKpVIMuqlL+OLsR8e49G912R7PCuz7yQV5zV1+byg6i3J+cqB41ap8+IPpazj8kCxR1vyfvPTvr6xxL3e/3280V/Rim76+pt2LO1sx130S8nfYH4gkoNrb2iN+c37N0KbNeLp5F4a+TnJetOr6E+Y11djhdfBRZoGKsT1+wgN5fnH8Uv9J+zAvbszDyp6/vmhCr//FcXYvOJaUUXjc+yScEROlWnKXA7/knDZ8bnjXWx+J7f32acrG9Ye2N3ui7+bL0sMpuAsW5/RJGDcNedgX5EuStDbCWSJ7V4KOBruZvofTlQI7dP+30+18Vk2dBFgRv3gqkRkl7Eu5/CEeNCKDlCcochbMXh8H43ZmysiIP6/T5Ep3FYTIRZQ3IxDg80WXsslzzC3JJsgQACCFSpQCWuWZ4Us4Pzt9RaiqwrJI68L0TGNnVH3pcmvoP94UdG65x171dJvz7GthPlibf/2OVL4rEvIj3q8z7LOS9b0jCKKuyvqxsNjSfkJ4HxhVXfmRt/ajV23WT0RVV6cOfSj6jdZ1faLqoBkFz0U9zdfkUUKEbjn8efGZeHbjSW2M0qLjkOi4jwMMLKUmblR1gmCKpBAAEEihVwmx2uxFv7zyWmr0Sd4qKenJCzrqy929nz+nzNIncxG60biVzFtLxmBMauiL3U1uJaajj5yJUGY297W07FiWvH50M9mXOHropP2+j9mpzm7Ey8c5riynJvi/2ypl2aesQc0uJAQAX/7r1h7BrxZNJTWIGiHP/IX+wgmwWjd31ZlGx9JacP226MtUbHI/kCZGxfcIRO9eoKfPEm5hsSE35TW9GVtZYrl43o31Iz0Pk2RKybjhqt4WRXiounV+pdlVHiEWUYj+KtoVBb2ugd3pjdv1K43isHsDwipsWyYntLGW62l3IXqG2okBl9YgS/TN1pWthRqRmHRUZ4MPxCxqH2WC4mQrUAXBzUrsYTGyGAAALVLrDvvkN73YBqtbjdXt1Qr/4rM7/LchFJ+qoU9RZ4Y04uDhA/i9vbo8Zg8KwnfQ2Ek6HIgUJWgXLH+NtH1o324mf79/J+/4l1Y+SC3/goIlG3r8karSUaTaFFsehB7pu23iJrXQfvZL/7pbg3f0mt7nRql6br5f1exkaDWKOTWFIzpdbo6KGcClTrTqI/fJt1VUqyL8Tdhz/61xK3S+Ycluq+/vTN0pduODVZRZK+l62keUlvKHYMrN2Si5bEPXwjRjB506FTgfZ6mqy9fGBVypC4rzHnfYdOI0qz40FAxWIz2obWsE+tIrKOiNQSE/nSY3l/arIfHV9yKjADyl7Eoxb92IfDO+NE+gjJelTuvP7vjWf/NbnLbr+4l9HYuNf+pkP+8PF//M9P/vW/6MZhvhHmHKUux2H6uiWXx3JGpzgZ2hEqzNgvU90Pc69yy9kuNkAAAQSOu0CWVSnHvUlVGX/ifnwXmVBVNt85sZarXnJmhzVlQmMRQAABBBAoUsDtleUiq2H3YgXOXbIv5RdbVLXsL+5GCNTvbSevv1dLs2gHAggggAACRyzA3OERd4C++sxr/bkec1jRjSlRcPZVQvnky/EJJg5L5EoxCCCAAAIIJATIDhkKCCCAAAIIIIAAAikBriwzGhBAAAEEEEAAAQTIDhkDCCCAAAIIIIAAAtkEmDtkXCCAAAIIIIAAAggwd8gYQAABBBBAAAEEEGDukDGAAAIIIIAAAgggoBfgyjIjBAEEEEAAAQQQQIAry4wBBBBAAAEEEEAAAa4sMwYQQAABBBBAAAEEuLLMGEAAAQQQQAABBBBwK8B9h26l2A4BBBBAAAEEEKgFAbLDWuhl2ogAAggggAACCLgVIDt0K8V2CCCAAAIIIIBALQiQHdZCL9NGBBBAAAEEEEDArQDZoVsptkMAAQQQQAABBGpBgOywFnqZNiKAAAIIIIAAAm4FyA7dSrEdAggggAACCCBQCwJkh7XQy7QRAQQQQAABBBBwK0B26FaK7RBAAAEEEEAAgVoQIDushV6mjQgggAACCCCAgFsBskO3UmyHAAIIIIAAAgjUggDZYS30Mm1EAAEEEEAAAQTcCpAdupViOwQQQAABBBBAoBYEyA5roZdpIwIIIIAAAggg4FaA7NCtFNshgAACCCCAAAK1IEB2WAu9TBsRQAABBBBAAAG3AmSHbqXYDgEEEEAAAQQQqAUBssNa6GXaiAACCCCAAAIIuBUgO3QrxXYIIIAAAggggEAtCFRudmh2Dm+sDHeZZi10A21EAAEEEEAAAQQqRMBVdtg8MP3ry8XFgcYKCZowEDgoYDb1Lq4siIF6fD9UmGYgPCubIFsxO329KcdHI02Tj0pDfKiTwd8P6Ido133ZzHBntX32O9btKvl5vuQFct5DAIGyCaSyQ/vtRL05Jd6irNm7zYeDV37ZKywmcYIoLK30LD9o6Xjw3OMprN4a2atg3gJ8yllXAeF5tua7O3pOtU2t5rmzpl1lbvL50GDD2vQX7d3iu+Xq4NRWjsGvaXLBGnniZW4uDttTP7zNWcjzOz3fv6621FC0+li3q+Tn+ZIXmHNcsQECCJRKYP/cofXOdOrrpVh8Sf6Q/xttqcKiHARqUyC286o2G06rEUAAAQQqR8Bz6lTrh7//48Qf/7D9L/+29NVu952omERcGjO6r86L61yTL8+stE+ICTwxiRIyFqK+waBXzmfEXk+JLVUzxPaTY60Bb538Of42Mv90anlH/X5p5kJD2uSfae5F+q/lnBGxdzTNt/es2m0v02w8Hxq6e9aqy9xbXTMadsPdD2V1hX1dn10QLTLjS8Fg5J3RNvlyMODxmK+nWqzWdQ0M9/laGsQG5l58bWF09NWmRRH5si72y7eiXjvU6A8Xh5YdZ3rE5bbfbp8WOKtGi7/+4+rEgtE7GPB6FKO+QKcmF84runVO1p4wfBIesgDtICPxuqAlbPeyvi45TrIVKEpQTZP92P+mY0xWKhDujU88186KOY0oN12cPmjTho1Dk52HaLmbbI2Q9AaqAaZ+k3Uc7mtd8jjNIMqq4VSguCp696wY6omDzto3dThoelkM0RuhITVmZP+uGd/Vv1FHkOZLVNexeivmT+wYe700OhoRx5fYRX9UOpVZwLDRjHmno/KmMaI5lqWtc7tKf6Q4nA9znqOaO4dDIy3q5Bx7/dbwGY9ynec17JrzfDnfONycH9gGAQRcCuSRHc5dNlYnwkPLIiVqvDH2Y8N8t8qHxHvD5yc/bFrv9/IEPfOpSihVBNbZoZAELvvbvLirqff34HhEVKfSpr7iskNRyOTLS3bAKjMeDcp3qa770x2rsr2Jhojzqf+NyokzGmW9HyQ0tOfQ1thE+Oa2T5xMYxO3xA+2laZAeSOXc5ML4L1+f3j7cSo/E+8T/Y1PEwmizJZaY1a+mNHLmq7UFGgND5lk+Hc/RubD6mNDzi/9iNLvnnXY6CPUGDq9VPImq0ZlHUiacaj2ckoBnV7SFHh9dtoYv/bnz2QCJD7w3HwhPi+dmWmfEIeDU5Nlajg3ZCQ712wKTI4N+uPTbrLD73wfIxOJUdHc2RvqTRx6mqNS0/uFDRvrY0D2Me90VCZ2cTiWRSc6tavkw0ZzctCcUuRL9YnPuvK4FvIjn9rZodN5Xn/cOR0p4vdlfuPIeXphAwQQcCOQurIsb1Ta/3Hf44kOpd35FxdJg/Xu7tna2Y6nFX7S1z+WuE/xt58v+t1UW/A2L55G4q2Rn5es2yKH+oz10Z8+FFyYbItnZ+ZJXd83J1Qh57+6EJtPTGB0eNdnXqQK31x+EPX25FwooAtmd10Cvt+NGRsrouT3u64iL3WTA76WuwlA2WuR26f9Pl8qEhGkNWWV2cvOseYoUO64cS94zWVqKDcv9YhyEaGrrrA3clFgnk12rr/k41BT4Hb8k4bPjM8b62LxPb+/zThZ37D2Rs3nOTb5pC8QX7A717MVvTm/4VJzdSI1KjaX5x/FL/Sfk7tqjkpdyQUPm/zHvKE9lp3aVfphU9DJodNnRB/LyyAKU8h3uznPu+zUA5tVxBtHocGzHwI1K+BqzbJeZ1J88p6/pW6lP+xbFcXbxtSdQVVXsD/8yGidC7UV2XnvfgrHLl8Si2/ElECf95nmAnGRFRW2e+mbvPvsSttFZZhcADFfWGyJvUpdYOlHVKkjNEpeYFEdULKd/7q60dB4QmYP4wurvjM3/tRq7CY/CJajyR9j24m2FHBUln7YlMw12a5SG5b+5FCyJucuqIL7K3fwbIFA1QuUIDtsMPa2t+Ucm7gWeT7Uk2XusN4rXzUbuwamxdNGmot4hKG4arM4EFAlvHtvGLtG3H73si6xhVcWNlZyPwokvV+TExVtN8Zao+MR+6WVeGv/ucScoviluAIr50isC+jvdva8Pp8Iw2qUuDex2HGiKVDfZFlxnryP4q2hUJvdC6JdG7O9bhuQra6iCsxWce4R5TbcxHa5I9QYlqXJmgZpxmGeDInNdQW+eBPzDQWM9amt6Mpay5XLRvRvielzR8P3a3JOvbNRlS6vLPe2uAzMP/IXe8dmcRx515fFQW19OR2VmpJLPmwKPsyd2pV7HLqES26mOTlogl9eMwJjV9LOAL1hF49Pyh1aniei3P2VZ4G5I2QLBBBwLZC671CsTcm4E9++P13d4yxP/dZyDXX3uvivunFenNZDl+UNznKZyMS6MXLBb3y0V5+k34gtbzx/LG8Z1Ien7klP30asGmm5Kue35I1ZxkaDWCmSuJ96Sq0USbwzWbf2p9/O79LBus/pR/9a5s1SMvNLNs1elSId5L1WP9oLdKLGYPCsR1Ovuvld7iiXv+z2i/vwxMXW9jcd8gdp9ef3J5wKzNHktBUhLnklY7JdshOTqwH2BxlpCi2m97LV6tTajoy6shYodsnoyoPLjLJ2kH5EOfWpZtg4NTkxbJzbVcYmJw4xu3Xp65ycxqGmyS410pdbqarFjoG1W3LFlbjhdcQIWjcdqpecevngqpS7X4o1WIljNmt/qfCiP3ybdVVKsl+yH5VOA6CAYaMf81kP853X/73x7L86Hcv/439+8q//Rdeu0h4pmpOD/hxlW8kzQPztI2uhmP48rz+XZj1SyvzG4fJsz2YIIOBGYF926GaHSt7Guh9cZF37ljm7CThxZ/147vXUbkpjGwQQKF6Ao7J4Q0pAAAEEChMowZXlwio+jL0+8xrxJ08LeYD2uUv2VePDCIwyEUAgbwGOyrzJ2AEBBBAojUBVzR3mS2I/0U3taD/mMN9y2B4BBEolwFFZKknKQQABBAoWqOnssGA1dkQAAQQQQAABBKpVoKquLFdrJ9EuBBBAAAEEEECgbAJkh2WjpiIEEEAAAQQQQOAYCJAdHoNOIkQEEEAAAQQQQKBsAmSHZaOmIgQQQAABBBBA4BgIkB0eg04iRAQQQAABBBBAoGwCZIdlo6YiBBBAAAEEEEDgGAiQHR6DTiJEBBBAAAEEEECgbAJZskPxt0c3Voa7TLNsQVBRdQswoqq7f2ldGQTKeRCVs64y0FEFAggUIFC5c4fiTyaEZxd+fbkovjdmp683yWzVbOpdXJG/PHb5q/iD9CLsxYHGAjpJv0tWKM0uGsPjy1u8qnhHFB0U7jyCD0Xi74O7qfoIIyye97BLOLzj67AjF+W7HABliIQqEEAAASWQx99KEeffkBHufrhTHjtxxuzbne5+GD1YnfW3ts6stE8U8ieVDxRX8nY5FVjyilRTNFC6HNHZsLS85RktupZ2Dv92+3T6BmZ8KRiMbHo89i9FWrw002rsfhKb7x5aTv2+bMGLTuxY1VV95BGWjSJnRWU+vnLGU5INcg6AktRiF3JI56LSBklpCCBwhAKVO3coUGI7r46Q5hhVDZSmszzLD059vRSLL33R3q2+7621zoXaUqmh2Xhj7ILxJPwoXqF9blZ8hBUKR1gIIIAAAgUJ7Js7tOYnLjR4PKb59l7azJz9+7Q31L1I/7WprRyzLOITauTLOlla/5uOscGA12PG394bn3i+JaoITM7J34gyTXNv9Ul4KDkrKa6gZUz2xH75Nn3OMuvklqZAUUVz53BopEU0TSadr98aPuNR+8RfT15R7c3aLvGWfD40dPdsXSLCNaNhN8fUqR7K+ry+EPUNBq1Wx15Pdd9JzIzqg3fqWT1U18Bwn6+lQZibe/G1hdHRV/tmy/KfO8xaoJjzuHs2NWCsrhkMiCH0eqrlTtRxRFldLAZDJF4XtIT3azTeCA0lfv/Lt1Hfj0Is+sNFe1ZPVZoxKjTjX4YxZnRfnbe6svH8N0N9abPgol/m6hdEtHnN3zjxasa8JkKr6lsxf7LVr5dGR1Ozm5UQoTCcHGsNeK3DQXTc/NOp5R35s7Yrr88uiL5Tk7XvjLb0saE/X2XlPYzjq7D+cjqlqKsZB4N/d25EDfhVo8Vf/3F1YsHolWc/e9hrBkCBB5FTfyVP8tlPeg5vAWrj7J2iHQAFvSuxEwIIHL1AlivLThcWC7sYodIF/+7HyHxYvZ2or+v3h7cfyzRR/Vdkb/2NT+0EUZ6JnK+1ZY1QU6CMvD6VHjV39oZGPhXZoTqVO7VL3ubV+3twPLIpc1mZKfblyg4TbXG4BC/f4y8bqxPhoeUds0nMV/3YkLyOmVMjV2KReVGy6/50x6qsyOYN+d/Yyah8U88zO9QUeH122hi/9ufP5PufyOFuvhBJwJmZ9gk7Gc2ezVsXc2PWp4JMjdnphvlE8FZaXxfd/1GkkOww7WOA/RFFOoheHjHUZyH32aGe12nM6zvxO9/HyETiGJFDtNcYtS5/V0iE4hD4/OQHcSxINJF5zHxq39qhrnpn7Uqx1+TLS/u2HEu0S6uhG72aK8uFHV8F9JfmlOI0NhJKE+Gb2z7xoTQ2cUv8YDOKsec0ABRUvgeRpr80Jz1NXZoxrxkAR/8WRwQIIFCQQHmuLG/cC15LTw1FqAFfy92fl9SiE/EduX3a7/MV1ITETpoCO31G9HFq5mxzeb6740HuexZfPI3EWyOJIMVs0/roTx+KiVDsGxfJkJWxebZ2ttOuY5Zco8O7PvMiFe3m8oOot0et7CnsS1PgdvyThs+MzxvrYvE9v7/NOFnfsPYmfZ7SscbddfV5IF1DvNMEjHU7r5WR72YW8PxOj7hAnN8tsLvP7CvLwXmjb2xErcoXYXs8p+++kkNRzEcGbi+5WZjigjfLmNfLr06kjhExRB/FL/Sfk3tUSoQnff1jiaP1t58v+jMak60rZc96dmae1PV9c0Jtfv6rC7H5fXd8ZjVxwZvdsojjK7/+0pxSdMELJXH4v9+NGRsr4vB8v29kOw2AHAesg7yh76/8zwI5OsUpjPwrYg8EEKgEgfJkh9lauvvsSttF+w1b/NBiXfgr/KvUBYo3tqk7gyrCYH/4kbHvZrXC48y6Z6mDL3F42uL+urrR0HhCvl+OL6z6ztz4k1jeUal38FkNERnno3hLh5V7bT5MdLHo5e9fm+nXr8tpmK2uj7HtCopwUswOzt9Sh8OptqlV1zrvfgrHLl8SubjI+/u8z45k0Y9xLI+vxABwLb1vw4L7q7Dq2AsBBKpMIM/ssN4r2i+uWXQNTItnyjQX8UzER/HWUKjNLkFcQNyY7S0GV1Pg8poRGLuSVldvOPmInESN2dolrvUsDgTUXu/eG8auEXef9OQJVXKNlXhr/7nEhI2IX/AG4gs57xPV+OsKfPEm5hsSE35TW9GVtZYrl43o3wqfZPVszUeN1nBnowpGXMK7Up8Zl3oCSMGPB5Jpiu/jipV7FfZVcl4Rhn/kL9dTrR7u864vi1FX6FfJI2ww9ra3ZbeK2wDOh3oy5w6d40xOH7bdGGuNjkfcNCh38Ed9fGlOKbmDdyAo7QDI3V95GhbcLjc9zjYIIFBpAvvuO1S3kKeHKG4nt6f00ldOxMRd84/lDXn69mQUmLHYRd7jfNleKZK6DV/dJ55esj2jo4/QqUAryRgO2XXF3z6yVsaoKpzaJe9CMzYaxMKOxFqWqYyFHU5tz1qg3Si1XEPdOSdKsJdWaIJ3qkgDJXaxC8xYlaIxdMl7cJmL2DGwdktc6lU3yQWTNx06FWivp1HrFZpC8qqurSGX6O5blTIk7mtMT23zuu/w4NoduQrKuvvThk1f7uBy+tAlb8aYz9qVSin6w7dOq1KsnCyxYkz8XP4I048gS2/dGLngNz6KpWnqflMZYbauTB5i4u7DH/1r02LkuzwDOvE6HbAFH1/6c5QmWs0p5WDwalVKUmm3X9yKbWzca3/TIX/4+D/+5yf/+l8cB0BhB5EdXkZ/qePI6aRXwBlAfyy77G42QwCBShPI43mHlRY68dSIgFr1UszEZ41AVWwzZbo/l5niV2y0BIYAAgggkOeVZcAQKK+AWL0bqN/bLuIaa3njpbZsAucuFXljA6wIIIAAAuUUYO6wnNrU5VbAvsIlH603PsHEoVu4StrOfvilCkrdU1FJARILAggggEB2AbJDRgYCCCCAAAIIIIBASoAry4wGBBBAAAEEEEAAAbJDxgACCCCAAAIIIIBANgHmDhkXCCCAAAIIIIAAAswdMgYQQAABBBBAAAEEmDtkDCCAAAIIIIAAAgjoBbiyzAhBAAEEEEAAAQQQ4MoyYwABBBBAAAEEEECAK8uMAQSyCoi/FbuxMtxlmvggkCHA2GBIIIBADQrkd2VZ/PGD8OzCry8XxffG7PT1pgLfTZsHpkUJiwONFSvedV82M9xZYAMrql3i7U321/1AzqjMpt7FFdnwKk6V3Gvk5MqeaB6R4WG3qwCNMh/mx3f0HuHZpgKHTQEjjV0QQKDkAvllh+dDgw1r01+0d4vvlquDbv6+mXiHOJgFbj4cvPLLXskbU8ICn9/p+f51NaSGwsSz/ODUD2/d4Hi25rs7ek61Ta262Tptm6y9rF7XvJRnJaXZPKuG+GVLx4PnHk/xdRRsWGTV7nu5yIqy7l4Jh/khyZdwbDjJH+HZ5miHzWEMRcpEAIGSCOSXHYoqYzuvSlIxhSCAAAIIIIAAAghUoEDm31nuGhju87U0eD2muRdfWxgdfbVpTaiICxC/3T6d3oDYL992P9zRNElc6FmaudCQNh8jyoz0X1MzjmKyIWQsRH2DQa/8b+z1VPedqCpNXL+enBsMWL8Xu6w+CQ9pK7LDM+NvI/G64Nm69AJFRZEv61S0dkjRHy7eNEZEi8Quq0aLv/7j6sSC0SsrtSMRl3s6Vm/F/EPJApdGRyMJDecIVXWm+fZe/5uOMVmgqOLe+MTzLUHaeD40dNcKT7ZrzWjYDesN5ZZNvZNjrQGvtZdo4PzTqWXJrnoka5Ot8htvhBKRywDWjO/q37QkhfUDUfq/PLPSPpE+l+bUKZpe1g8ATS+X3tBZww5Sdllmk7P31/XZBTFooz9MqQFjDbbU2EiN4YOGDl0pdlFlmvGlYDDyzmibfDkY8HjM11OiyzRQBfdy1sNcP6Kcxkw5D/NyyyfPYBljw/2hJ047Ud+P1mi5OLSsm5nWnG2EvONp2XlE6Q+igk8OFfgeRkgIIHAYAvuyw6770x2r4SEr+ZAJXOdwyP/GTtrkSUomTN3601xGlFYWmCUHEr+fu2ysTsjqzKbGG2M/NswnSr5+f3j7sUyn7DD6G5/mThDlqbw1ZqWSGQVmxGC3wnpja41NhG9u+0QiG5u4JX6YnPlUJUZis+98HyMTYZWNNXf2hnqN0aBMEPURWtnVoH/3Y2Q+sW8iYxD3//X+HhyPbCYzxT432aHZ+PnJD2KXRKaYDE/9N2uTZdIwN2QkazebApNjg/74dDHZob7JTr0s3RwGQNkM3WhkT4id+0uODe/GvfGnz7esTF10xFhibOiyQ01Xmo2TLy/ZGXl6gU5QbtqV9ZShOcydRlTOU0/ZDvNyyusTfaezzfXZ6Yb5xFlUnkJH6qLJj8QaRs3ZRtdfziNKDstsJ6KCh03OMcAGCCBQTQL7rix3eNdnXnywm7e5/CDq7Sl46UlOprjI5KzEy7O1sx1PbR7wtdz9eUmtfRHfkdun/T5fztLkBrvrKonMKFC3r9hFxPB+N2ZsrIi2v99N33h14ppKDcXX5vL8o/iF/nPyZxcRbtwLpvZNlPniaSTeGkk0bajPWB/9KaXtGORJX/9YguK3ny/6M7bL2uSTvkB8wY7csxW9Ob/hCtB5IxdNzq8GFwWWyLBgDW1/rc6LDzCJsSHueHsUb+08mUvAuSs9np2ZJ3V935xQRZz/6kJsPjFR7QhVaLtyHOYFHETadpf8MC+bfI7uzAYl0uuAYZ1SEieNB9F9ZxRdkU5nG11/6U8OsrYDB1GhwybX4OZ1BBCoKoG87zssR+t3n11pu6jWviRXwMyXo97cdXyMbVsbFRShyACm7gyqFgX7w4+M1rlQW846J8Xs5vwttVcB60Vylu92g4KarCu8oAILM3Tbxv3b5VnXJw2f5ahH35XvfgrHLl8ST9URGUaf91lqhr4gqMKaXNa9StauQ5MvK8fBypJnG+cwKuXkcMRQVI8AAqUX2JcdrsRb+88lZi9EVeKyiJyCSl7hLbzyeq/YV1zR6BqYFo9Kac71VDkxDRMKtdmbiTA2ZnsLr90w3u3seX0+UaAVg7ix0m1h/pG/XO9sVFs3ix2968vv5c+FRSguHi0OBFS73olydo34btqUqUNQDcbe9racYhSXy8+HejLnDrPu9X5NTvomI5dXlntb3LbZYbvcTdb0craXcheYLZJCDAvV0Nfl7x3pakqMDZXPzbzIYazvyuT0YduNsdboeMQuyxGq0HYd98O8bPIFHDJiFjlqtIZTJ43pK/Vui3E622j665BODuoJO+Jk5TZ0tkMAgaoTyLYq5XKLWEqSsSpF3eOc3vyc91mrjdPvqZc37z+Wd93Zpan77sXJ6O5Z6+7+5EoXmcNZYchfHrjl/2Av2Itm1H39TaHF9AKtW23kveFWaVNRYzB41rPz+r83nv1XGaHcZbdf3CkorsK0v+mQP3z8H//zk3/9L+Je8m+zrkoRezlFqG6ctyNMv59d3u9obDSIRT+Jdk3Zi34040pkpaFkj6xOrBsjF0R4YnHPnz+Tq2qS8Wdr8v5VKXe/FEtYllqu6mZhM4JXhdu7aDolay9rBoB6qWyGB1dv2BqaJmv6S7OGQFOgU1faH8BEnJMvf/SvZd4h6gSlaZf+TGUXmH6Y6w8ifYHlOczlmHFeK1ZyeacCc59tkoeetSplyBhPLMVzMkyutsl9tjlwWs5+chAjSnMiyjls1Ak59stU98PESsGqe+OjQQggkEMgMzsEDAEEcgoUsDwrZ5nWRylrOVGuZMJNUdW6zbGTF4tU6NBqHY20C4EqFqjI+w6r2JumIaAROHepNPdygJyvwOHIiwcdBOr3tq3bUfhCAAEEjpEAc4fHqLMItSIE7Gt26c/vLCYy9eQR8YBDVYi63aKYAqt13+Min4pTPKB0fKIEt25Xa4/SLgQQqFQBssNK7RniQgABBBBAAAEEjkKAK8tHoU6dCCCAAAIIIIBApQqQHVZqzxAXAggggAACCCBwFAJkh0ehTp0IIIAAAggggEClCpAdVmrPEBcCCCCAAAIIIHAUAmSHR6FOnQgggAACCCCAQKUKkB1Was8QFwIIIIAAAgggcBQCZIdHoU6dCCCAAAIIIIBApQqQHVZqzxAXAggggAACCCBwFAJkh0ehTp0IIIAAAggggEClCpAdVmrPEBcCCCCAAAIIIHAUAmSHR6FOnQgggAACCCCAQKUKkB1Was8QFwIIIIAAAgggcBQCZIdHoU6dCCCAAAIIIIBApQqQHVZqzxAXAggggAACCCBwFAJkh0ehTp0IIIAAAggggEClCpAdVmrPEBcCCCCAAAIIIHAUAmSHR6FOnQgggAACCCCAQKUKkB1Was8QFwIIIIAAAgggcBQCZIdHoU6dCCCAAAIIIIBApQqQHVZqzxAXAggggAACCCBwFAJkh0ehTp0IIIAAAggggEClCpAdVmrPEBcCCCCAAAIIIHAUAmSHR6FOnQgggAACCCCAQKUKkB1Was8QFwIIIIAAAgggcBQCZIdHoU6dCCCAAAIIIIBApQqQHVZqzxAXAggggAACCCBwFAJkh0ehTp0IIIAAAggggEClCpAdVmrPEBcCCCCAAAIIIHAUAmSHR6FOnQgggAACCCCAQKUKkB1Was8QFwIIIIAAAgggcBQCqeyw6/7Cry8XN1aGu0xTRHJ9Vv5X/ma2N2dgzQPTiwONOTdjAwQQQAABBBBAAIEKF0hlh8/v9Hz/2vR4Tn8XahNBT13tOfXDW/P1VMvV+QpvA+EhgAACCCCAAAIIlEog88py9IepVV/P9SY5fZjx1TUwvGhNKG6sTC/eDzRbU4xmU+/iykLky7qGL/89Mde4Mm3vbpqBsD0HuTIdPjC/qCYsmXcsVXdSDgIIIIAAAgggUKTAwfsOX808Ma6MXVHJn/3VdX+6Y+dp99WeL9q7WzoGR1fPhKwpRs/WfHdHz5Vf9mK/fCteUq9ObXnUjjdCZ1bG5S/V72d2Lh1MEItsALsjgAACCCCAAAIIlFAgy6qUdz+FI8aF0Dcn0qvp8K7PvPhg/2Zz+UHUm32KMX2vgK/l7s9Lak5RfEdun/b7fOkbiMvZInHsfrhTwiZRFAIIIIAAAggggEDBAlmyQ49n58/jz4zLQzcaCy42uePusyttF9XcYWIGkbsYi0alAAQQQAABBBBA4PAEsj/RRlwvHn1iBL88bVe8Em/tP5eaTWzuHA7EF+wryHKzeq/4xzQbuwamxcJndWH6UbxVXIC2L1KLvTJWQHPf4eF1LSUjgAACCCCAAAIFCOx7os3ds57A7SWRwIl8Tlxfjqbdevj8zuBK4yWxAEWtSgn534yOvrLre/fTQsw7KF767dW/99WvB/snNj3y1kOx16PdM6HkleWQ//dgMFJAlOyCAAIIIIAAAgggUB4Bz6lTrR/+/o8Tf/yD+Lc8VVILAggggAACCCCAQMUK8LdSKrZrCAwBBBBAAAEEEDgCAbLDI0CnSgQQQAABBBBAoGIFyA4rtmsIDAEEEEAAAQQQOAIBssMjQKdKBBBAAAEEEECgYgXIDiu2awgMAQQQQAABBBA4AgGywyNAp0oEEEAAAQQQQKBiBcgOK7ZrCAwBBBBAAAEEEDgCAbLDI0CnSgQQQAABBBBAoGIFyA4rtmsIDAEEEEAAAQQQOAIBssMjQKdKBBBAAAEEEECgYgXIDiu2ayoxMLNzeGNluCvtD3BXWpSVH2GliZUhnhrslBpschkGElUggEDZBGo9OzSbehdXFn59uVjmpEe8echK7wdy9vRRRZgzsGO0gcawAN6u+3LAhDvNShZQQS4ONBYcpPshWnAVWXdsHpguMvLSxkNpCCCAQA0KeE6dav3w93+c+OMfxL/XZxeCXo9SiP5wcWg58XPVu5hmYPLlmZX2ieee8jVZvvv637TcibrhLVuE4r05ZIS7H+64iep4baMxzJdX5F4dq90VfoAU35V5DdECBoNThMVHnm8w+Q6AfMtnewQQQOB4CeybO5y62vNFe/dcfG/ul6WG3ivHqyVEiwACCCCAAAIIIFC8wL65Q1GcuNC2NGZ0X52/PjttjF+b2pJzaWIK4bfbp83420i8Lni2Tvwm9nqqOznppWYczfhSMBh5Z7RNvhwMeDzm6ynNrJiYG4h8WRf75VsxRyVrnLnQ4PGo2Up9XfIj/txgwJrgNM291SfhIWuWy/ron6pXTO3cPesxzbf32ic+m1sU4UV/mDJ6EzvGXi+NjkY206YJnWYOugaG+3wtDaJ15l58bWF09JXaS8Uvy+9/0zEmixU498Ynnm+JLbNHaAXZeCM0pADl9mvGd/XFzh06RSiD7BwOjbQIWKu/3ho+45E1OSrAJ8daA95EGJH5p1PLlmGyI+xRJVod6U+OgeSrSjVjkjVrGLm6svF8aOiu0hBduWY07OaYs0zvVtmQ/Z1ux581wuQgyT5DnO/UkTV3eCvmT/Rm+ojSDICsh6uttGq0+Os/rk4sqIFqH2JO/aUfh+rVkLEQ9Q2qCwLqcEs4ZDuIChuihXWKfrBlRp52ttGc8jRQOU+U+Q4AcSw7jV7NOEw/A4juiPp+tE5NF28aI5oTbM7g2QABBBAouUDmfYfnv7oQm4+Iav48v3flqzZVn2f5wamvl+L1deL9W0wunvr626h30L7v6s/BW1GRMQRlviVyvJv9z2IiUxx9pYl18+HglV/2EoVvzXd39Hz/OnEXl76uG6EzK+PdIgbx3dIxOLNzKWzdWWXVOx2Nm/FErR9l+tUvkxgxISoK9/eKHW+pHS8+NkJzV5pzLa3ouj/dsfO025pPFXWNrp4JhRIgIv5TbVPi7fy7sZ7YvCy25eoDkRqKyp0ilG8Mc0PGqgSU3+NvOnwtRXanJkL5/up/M6rqau8eXf09Vdf7tZnxa8kwfm8YuaRWmXisjhD9It63bGH18cB+1Wp15pdTGPquNM5d+s67fuXri1Zd4RUXFs/v9IiJ7Uj/xF/PjYhb0ybPvbrZPi3GnhpsKv6sEbooO+9N/COp3hxdTY0opwHgVIGtZIiB1L/eMDIofhCHW8x3JrH6x6G/RIGacZiqLv5Rdah9t0Bph2hhnaIfbCJ47+WeBuvIyjjb6PrJGcppL5EUhq3bjn97dT3gOX331ZLbW5CdR69mHIozQEPyDDC6cylQ/3Hua/mROMeRkvfYZAcEEECgWIF92aE4V3Z4n828sAp98TTiTb4/qVp219VEnWdrZzuZhcn/enZmntT1fXNCbaXyy/SZuUJidKgr4Gu5+7M8g6vvyO3Tfp9Ple/Zit4M3npkDIrfi7QjGJQzeXbVq/PivzJ4a8v5R/HWzpM54urwrs+8+GBvtLn8IOrtud6UvhZh417wmpp4s78cIzzpC8QX7I1ltPMbhcik7aOJsNNnRB8nZjrFHpvLInN6kJjwO+nrH0sA/vbzRX+RQRhGDiiHrpQDLN4aSfTmUJ+xPvpTStspqO34Jw2fGZ831sXie35/m3GyvmHtTbGDrSCB1YlU1wveR/EL/edkQZohqqtHKImB9H43ZmysiFH3fje1ce7+yjIO1e4NX16/4tt7tB+25EP0MDolLi4LWEdWxtlGZ5gbKnNv8alyqEN+/BMfKsTHjO/b5GeVFvtI0VSW/+gVc4oBw+pl60ueT9I6Wf7K6UgpaHyyEwIIIFCMwL7s8PNvegLeixHrA/Rvr/496D1t53z6Ot79FI5dllNQ4gzY5312iHfr7z67Yp3B7e+Wq/Np76PeDp8h8gbD+LQpR/Ink4xD+dJHeChV5lfo5Eyrmu9Ub4oH5wLzK67QrcWHiqk7gyqMYH/4kdE6l5ya1RT519WNhsYTMvcdX1j1nbnxp1ZjN+2TSqHBlGK/j7Ftq5hSD4Bi+kvMGgaf1H2XMVNe6ggrpFOKgcp3ABQ2evOthe0RQACBoxJIZYfi0me/b099erZTh5jPl/MKrAg9OX3YdmOsNTouL0zn/Hq3s+e1Chf1Wnet5dxDbiDm/MTlXTskcWvdxmyv2lP8vDTTY0zc6r46GJw3+mb+Eu5stAv19450NSX+q1LYxBSpc7Ur8db+c4kJUVW+nPxLm4/MuqtjhO/X5NRjMiSzKTDZW+yVZU2Ey2tGYCx19by5szc8O60mPhuMve1tOUtnNol7p3qyzB3We+Wrsl+mxYN+cg6AwqDE/WqLAwFV+Lv3Iqky4m7yvBdvYr4hMQcztRVdWWu5ctmI/i33jKOrsZXnRv6Rv9i92SwGsHd9WbRCO0TzrCGxee7+0pYrrj4H1+RRY29V+iFaTKfkOdg0bS0SKq/eKWD0iksWUaPVPimJez+u1OdRZ/IRRbmfgZVHoWyKAAIIOAikVqX8+P/9N7WCIX11iJUl7M39v79f/bpV/mwtPWkKLYo1H+K/9n3uKpmYfPmjf23a9SNaxH148qZsWc7rqagxGDzrEQVe3LkkbtDW1CVTycv2YovE+hJ1a7/cy1oNo+6Ut9uiWUOQ/hAfRSTaaM9H2nVlrErJ2CtjGUTWCBVRxqqUu1+KtT6p6rL2UWERiqJEyhKyoeJvH1mLZtJ/L9eCTKwbIxf8xsfU6pO0VTVyscXjyKa1VwFhpDol27CRnWJsNIhFP4l1M1P2oh/90SoiCazdkuuZxCOBRoxg+4S6sqyJsLCXnMJQpUV/+DbrqhSxl9MAyFrgfqXd/peDfmPjXvubDvmD7JflP42ofjzYX5pxqA4BdYTam9kHbGmHqMLPt1OsIyK1hMsebGrJ18FjOf1sk1XSHvBZB3Zp3wI0o1cz2A6sShlSK//0R4qKPNmhU90PXT0Dq7TtpTQEEKg1gcw1ywW3P7HqIrnMueByDmPHY/F0usNoOGUigEDFCqQ/F6JigyQwBBCoTYHS/a2Uc5fcXHitTWVajQACCKQLiJs9AvV729bdCHwhgAAClSZQ7Nyh/cw51TD9Yw6PpPH2hZ70p/cdSSRUigACNS6QOh2Jx8eOT+S8j7nGuWg+AggclUCx2eFRxU29CCCAAAIIIIAAAochULory4cRHWUigAACCCCAAAIIlFeA7LC83tSGAAIIIIAAAghUtgDZYWX3D9EhgAACCCCAAALlFSA7LK83tSGAAAIIIIAAApUtQHZY2f1DdAgggAACCCCAQHkFyA7L601tCCCAAAIIIIBAZQuQHVZ2/xAdAggggAACCCBQXgGyw/J612Rt4s/IbqwMd5lmTbY+j0aXHKrkBWoaU8668jCt7U3plNruf1qPQOEC+WWH4i+jhGcXfn25KL43ZqevN/F+Xzi9vWfzwLTwXBxoLEFZySLMpt7FFdlTpGW26tGO3sPo5RIOmEMqSjMOCxii4g+miyEd7qzo044KspjDWaR08si9HzikTnEqtjaHaJmRqQ6B4yKw72+liLND5Mu69NBjv3zb/XDH/o048fXtTnc/jB6X5lVanEI4ZITTSVWETr8vMn7r7xyeWWmfeO7xFFmUfvdDir+0MR/56K0cpTJHohmH+Q5R0Ykdq91Dy4c7nosceMXzygTR/6blzmGdact8IsrLU3Tx3bMe+w+fqv+KEqI/XKzwfs+rmWyMQIUL7Js73Hw4+EV796m2qaj59vu2i+Lng3lMbOdVhTeJ8BBwEmD0MjYQqHCB53d6vn+9F19bWH4vI/3r42cxc2/ua1LDCu83wqs2gSx/Zznrp3nxWfa326c104pZYdSfnDfjS8Fg5J3RNvlyMODxmK+n1GfiroHhPl9Lg9jAlOeC0dFXmx6Pmr9Uc5bi2tPSzIUGj8fNp0bTbLwRGgqelXOfYveo70dRtdhxpvEvmgJlY+cGA1752VSEsfokPJScKxUFng8N3bUKlC+tGQ27iWk/zUtOA8Rui72B/eE4OXe4EPUNiphl/K+nupPTBpoIcw5Gp4mZrPKqtObO4dBIizC3wnhr+IxH1tSjiH9yrDXgtTTibyPzT6eWd+TPyT7K2i77VdN8e+/AFGbWMNRIk1XE6xK9maahb7JTuwobvU5N1segGRvWhI1DLycZM6DUERT9YcroTYzS2Oul0dGIOFJyhOFQoL6/nMpMTuckOtEaV6ljWd/L1uHjOIdd0NzhrZg/eaSnaeR7pNgjbdVo8dd/XJ1YUMj20acZAOo0JTur/03HmNxLjNh74xPPt2S/ZHZ08gqM/mxjn75kUWvGd/U55g4L65SCT0Sa8eZ4cijmWL6/8J0x/cWoMTnXExu/NmXB8oUAAmUTcJsdqoDyvawj3iknX16yr2zKE9OYMRqU721d96c7VsNDVoaRSEr8b1RKlHHVw2Wl12enG+YTBVopTl20P3FO0RR4/f7w9uPEOV2F0d/4VCWI8uJO7+/B8cjmlshfZabYZ2eHzi/pe05zQWfusrE6IeM3mxpvjP3YMJ+4fKaJMOcoyfrWm0O+PpGmWxq9oZFPE9mh2fj5yQ+CQmWEkzOfpl+w1l9KyzcM6w2sNWZl6hkamiZr2lXw6NU02SkSzbARSk69rEpzgFr4zrtxb/zp8y1rWKYdRIUNgIOHWM5yxAbi+DLGr/35sxGRu4sPXTdfiA97Z2baJ+w8tbAUsIDs8Dvfx8hEWH04kUO0N3FKKeBISYy0ifDNbZ/4IBqbuCV+sMe2OOo1A0ClyP7dj5H5RDA2YyI7rO8JJM8Y6iWnCOUn27khI1mO2RSYHBv0x6dzXlkuuFMKOBFpBokGqrBjOXnATosP526mBtwMYLZBAIG8BPJblZJX0WJjj2dn5kld3zcn1I7nv7oQm09Me3R412defLAL3Fx+EPX2FLzMRZyDAsa6nWvK0nZdBRvwtdz9eUmtsxHfkdun/T5fYs8XTyPx1kji1aE+Y330p2TAmpdcVZtlo7hIhqw3PM/WznY8tYEuwoLq0sh3+ozoYzmDqwreXJ7v7niQuGfxpK9/LKH0288X/QVVnb5TjgGwu65y9AwNTbWlHVGyosKarB0bTr2s51ydFx9gpIYFMv8o3tp5sugOyLOA7fgnDZ8ZnzfWxeJ7fn+bcbK+Ye1NzinMPCtxtfnqxDWVGqoh+ih+of+c/LnAI0WMNFHa+92YsbEizkjv004cuQfAxr1gKpj06Bu+vH7Ft/fIPmNYrzlGeNIXiC/YjfJsRW/Ob7ixOIxOKWSI6qHyP5ZF20XG+ZnXEIOtoTHx9uEGhG0QQKBUAoebHYoo3/0Ujl2+JJ5mIhK4Pu+zirutePfZFesOS/u75ep84m3YszN1R96IKb6D/eFHRutcqC3nS6XqmFQ5zhGWvi7nEifFZN78LaUh7kxdLWfdR1RXYU0Wn4ichk3p2iETtTJ//XV1Q7xPy88P4wurvjM3/tRq7KZ9iClzNPuq+xjbtv5f6iOlsAGgQhM3twSf1H03d6U5/UFOpY6wQjqlGKisA8eaTP0xsBa+GAyLe4SKWQB+lAOTuhE4zgKHnh0mpw/bboy1RscjttVKvLX/XOpDobikKz89Wxcu3+3seX0+cVYV5wjrTrLcwGJCJWq0hjsb1abiusmV+tRemgLFNEwo1GafwUUYG7O9ak9xRXtxIKBeeifuj9414sm3Q81LuWOt94ptrKZNi8fN7HvzyLazJsLcdWXbQiO/vGYExlLvZ+KyXTj53KIGY297W06diku950M9WeYO82yXJoySt6uwAnM3OVu5RY0Nh0D9vSNdTYmxrT5lzbworE1pe+XZX8aLNzHfkJihn9qKrqy1XLlsRP+WmvsvOpo8CvCP/OV66kgf7vOuq+ULJT9SChsAdkvEIr/gmjy92L9xjPD9mrxykmyUvLLc2+JKpJhOyXcAOAdUJFRGweo2nsDaLXHruXj7+HPw1sEEMfnYoHI/9MdVp7ARAlUh4PaJNgcfduP+dhDr7sMf/WuZt9HIzO+yXACRvipFZU7ig6O9PiNqDAbPejKerXMQ/8CqlCFxm5RKN/UF2mGILdNv+Zf3OxobDWLdTGKJxpRaN6MSR6eX9KMi/bZ0WddjeVOjbavW69hPcLCb7BShpi61miF9A7E2yJ4WdZIX2zcPDIesTpEa8bePUjfaJ34vF+hMrBsjF/zGx0jyzs6s7RIlFBCGvYJELWZqCi2q51nkHACyXxxGVGGj16bI2mQnfKexoe9lDZR13232dRgFDwCn/tKPXhGkes+W91aOGMHkTYea4At7ySmM5Bqdb7OuSkkfABnHctYC94+03X5xE6Gxca/9TYf8QY7t5T+NqGPh4ADIaFf6WiJ1/Krham+W81hOP32pVSl3vxRrs1LHrMYk306xTomp1XjuT0ROMTgdKeouVVldPsdyxiNs7AMn/QyQRJ7i8WpVkYfQiEoUyLIqpeRhJu65Lu+6M3W/NivdSt6bFFhmAZerssocFdUhgAACCFSxwKFfWZZ25y7ZV43LQykuiQbq97at6018IYAAAggggAACCLgXOMS5Q/uhaCoa+zGH7oPLd0v7Oo58Wt74BBOH+QKyfaUJpIa0uWdfx6+0IIkHAQQQQKDKBA4xO6wyKZqDAAIIIIAAAgjUgkBZrizXAiRtRAABBBBAAAEEqkKA7LAqupFGIIAAAggggAACJRIgOywRJMUggAACCCCAAAJVIUB2WBXdSCMQQAABBBBAAIESCZAdlgiSYhBAAAEEEEAAgaoQIDusim6kEQgggAACCCCAQIkEyA5LBEkxCCCAAAIIIIBAVQiQHVZFN9IIFwLi7+purAx3maaLbdmklALllC9nXaU0qtWyarC/arDJlT+66ZSDfZRfdij+/El4duHXl4vie2N2+noTb7SVP+yPMkKzqXdxRQ4Y0rLmgWnhsDjQeJT9Uat1a8YhQ7RWB0V+7RbZgzyP3Q/kt5vrrUs7RMUfZxfRhjsr+g1aBVnMKfGwO8Wp9yrtZC4Ts0OY+Nj3t1JEmyNf1qWLxH75tvvhjv0b0Z19u9PdD6OuxzwbHjMBMQZCRji904tvgPU3Fc+stE8893iKL01TwmEEX8KAKzy8ErbUZVFlBtGMw7INUZcyGZuVGaqwIKt+L5mL+N+03DnEt78SDlHxZt2x2j20fLin3CI7vfiBfdid4hRh8ZEXSZe++yGdvvbNHW4+HPyivftU21TUfPt920Xx88EsIbbzqoStoigEEEAAAQQQQACBfAWaO4fDA73nT9aLHT872XZ9YDjc2ZhvIU7bZ/k7y1nzUJGh/3b7dHopGdOKWSu4PrsQ9HrM+FIwGHlntE2+HAx4PObrKfXxq2tguM/X0iA2MPfiawujo682PR41f6kKF5PtSzMXGjye6A8Xc34GMs3GG6Gh4Fk59yl2j/p+FFWLHWca/6IpUDZ2bjDglR+wRBirT8JDyblSUeD50NBdq0D50prRsJuYVNO8pOkY0ZzJsdaA1yow/jYy/3RqeUf+bNnK38TrEvG/nup28Qk1a/B2aatGi7/+4+rEgtErGxizylQ9Ev1hSv1SWr1eGh2NCHlb226CaHWk/9rUltxM35X64ej0ySbrAFBFiUEfGmkRXW9F+NbwGY+sqUdHw+RQyRq83TTTfHvvwBRm1jAK7hQNhfVxcyHqGxRdYLVrXy9nDUNMANw9Kw6QRNiWZOogchq96V0p+3pE7iJqVMeRZsyro09W1/+mY0yOEDEs741PPLfGQAFfTvL6weZUUQ6N5BjI2svWUew4h13Ah2+nIVrAmU0z2AqDko11ONtYDo5ntgJOX0676E9EKkJ1ej/YXxVy7k1/T5EHwprxXX2OucPKGaLW3OGtmD/5npg8zycOBId3vay96aYrs761yTO59pSSeUpMXqvUvy/bb/SH2in6Q09/Mnc8KEqdA1jHUWByRp7hY79Mjf7t1Wah5+qDMbvNDtWe+U5Wi6Nr8uUl+5Ki5B4zRoMyF+m6P92xGh6y0qNENuB/o1KijDlbl5Ven51umE8UaJ2466LJzEZT4PX7w9uPU29+Ysf+xqcqQZRT1r2/B8cjgludrfrs7ND5Jd3p1Wz8/OQH1Xny3D3z6T6ZmdaYlZuaTY03xn5smM99UcApeGtYt8Ymwje3feL8G5u4JX6wqxOe33k37o0/fb5lNTOtUw7i283RdKWmyeqlrG+9OQZAfeLTgjU2ekMjnyayQ2dDTfCFhZFgzLNTNBpiHM5dNlYn5CjN6GWNhhjYxvi1P382Ij5CiPTu5gvxKevMTPuEOIh0o1ccenOXVoJWSi0+OM0NiUISib7zmE921qB/92NkPqw+vRT/5ZR7FXB1RqOh6eViXsrafBm5wxAt7MymH2wFQIlOdzzblPr05TRC9CciTadUwrk3cdQkjwL5Hjw26I9P57yyXCFDVJ7nfR8jE4mjWJ5FexNvvprzRmFdqRls+lNKIseq7wkk31tVAI5vbepUVsZO0VxZdjqZlzMHUO96c7714LgRmmm1c57iT9qihPxWpeRbpcezM/Okru+bE2rH819diM3L1FD83OFdn3nxwS5wc/lB1NtT8DIXcRoKGOt2rilL23UVbMDXcvfnJbXORnxHbp/2+3yJPV88jcRbI4lXh/qM9dGfkgFrXtJUe9LXP5ao6LefL/ozttxdV1mpZ2tnO1508KI08db+fjdmbKwI5/f7OFbnRUIs67Kqm38Ub+08maNGTVe6ivXARpoB0Okzoo/lRLLaaXN5vrvjQeKeRb1h/qHkGIf5d4o+hLjINa2UK6OXNWFsxz9p+Mz4vLEuFt/z+9uMk/UNa28Ujmb0yv5aSx565y4F4gsqNdTvlQx+417wWqlSw/z7RLeHRqO0FelL0wzRws9spR1smiPlME5fTl7aE5EjciWce0/65FGT/IDk2YrenN9wM8YqZIiKUFcnUkexOIs+il/oP+fyDJCtoZquzH1adjylNHx5/Ypv75H93qo/R1VSpzidzHWDpNQ5gHx/fDjYcnV+c0u8Sw7aJ3k3AzXnNoebHYrq3/0Ujl2+JB4jIhK4Pu+znBeIc0Zc4g12n12x7rC0vwW0qkK8v07dkTdiiu9gf/iR0ToXasv5kia8STGfN39LFShu7lwtviXOwedZtsw/cn5VQleW3jBns496g7+ubjQ0npDpyPjCqu/MjT+1GrvJTw/aAfDupwVx6DWb5o3eOpFtp9pRsmFzBDQ6jSMIp3Kr1BwpmjNbWU9fzpUdg3Ovc/AVPEQ/xratuEt9BijmtCxuAws+qftu7oo4Ux3eOapCOqUYqPKfaw49O0zOObXdGGuNjkfsFq7EW/vPJeYUxS/FJV17euPdzp7X5xNjRcxXWzdj5WYRE2BRo9W+H1PMtV6Rt2kmvjQFimmzUKjNHpcijI3ZXrWbmJlfHAiol969F0eUEU++K2te0sTaYOxtb8vZR3FV8XyoJ3PuMHcrM7fQBK8vzN870tXUqLZRWfvMi7Q96r3y9xJ/WjyJxsZx6sr8A5d7aAbA8poRGEudLMQ1kXDy8Um5DR2CdwpSE4a+XdZDBBY2VkrzXCddGC/exHxDYmp8aiu6stZy5bIR/VtiDls/AMT9umLmPhQaSZ84FI0qeNiUtskJ3jz7y3DWKGwcFraXZoiW9syWCi9PKM2RUiGnL418RZx736/Jy1nJe/zlleXeFlejpTKGqAjVP/IXO/5m8U7qXV8Wb2RFnAGcmp/7tKyFE7NfwTX5Rmxv5XiOOpJOyfPQK2cOkHNAJh8bVMiTmNw+0ebgw27crBRJ5B/y7sMf/WuZd2zIzO+yXHmQvipF5SU35uSaEvGzuHM/agwGz4o7Lvc9W+cgyoFVKakbrfQF2mFY1SWWaIif5f2OxkaDWDeTWBsxpdbN6F/S9JY4PkPJ9q5OrBsjF/zGR7HsQ91SJhtuLd9pCi2KhQgymFxNlpEkDe3g351LL223/+Wg39i41/6mQ/4gq9v+atHpbmULP7VMR2o8lrdd2o2y7j7M0pVOrVZrWdJfFW20Z2edBoDY3raS7Yq/fZRcGOFkqGbUnYIvIAx7GZZTp6gN3PSRar59BKlVWeru9fRe1miI+ANrt+Q6LXHH2IgRtG46VMU6jd7EoWfd+B+byLyH1WmvDKiM5QL5NlnEoJfXDzbNoMqqoamrsJf0Z16nIZreKS7PbBd3LunPAAVAaY4UzZmtgNOX08Ws/UdQlhORMbbodHKokHPvwVUpd78UywdTZ7CKHaLJ1YffZl2VkvO8kdGunF25/KeRrG9tYmxoTinqHKhOofZm9hnV6RxVzk5xek/JeTJ3GhiHkQPoT1NJ5KkCHkSYZVWKvrICXs24Kb6AEgrYRd0aXNrL8AWEUYG7uFzlkzXyI+nKCjSUp1d507dIuw/9IY6V0/wabHLl4BMJAgggUE6BQ7+yLBuz/6b4MjRPXIsM1O9tW7PofJVSoOxdWcrgS1rWZ14j/uTpYT/fu6QhF1tYDTa5WDL2RwABBI6nwCHOHdrPZlMy9mMODw/Knp2Wzw4cn2Di8CB1iijtWYY5e6T8XZkzJDZAAAEEEEAAgUMSOMTs8JAiplgEEEAAAQQQQACBwxMoy5XlwwufkhFAAAEEEEAAAQRKKkB2WFJOCkMAAQQQQAABBI65ANnhMe9AwkcAAQQQQAABBEoqQHZYUk4KQwABBBBAAAEEjrkA2eEx70DCRwABBBBAAAEESipAdlhSTgpDAAEEEEAAAQSOuQDZ4THvQMJHAAEEEEAAAQRKKkB2WFJOCkMAAQQQQAABBI65ANnhMe9AwkcAAQQQQAABBEoqQHZYUk4KQwABBBBAAAEEjrkA2eEx70DCRwABBBBAAAEESipAdlhSTgpDAAEEEEAAAQSOuQDZ4THvQMJHAAEEEEAAAQRKKkB2WFJOCkMAAQQQQAABBI65ANnhMe9AwkcAAQQQQAABBEoqQHZYUk4KQwABBBBAAAEEjrkA2eEx70DCRwABBBBAAAEESipAdlhSTgpDAAEEEEAAAQSOuQDZ4THvQMJHAAEEEEAAAQRKKkB2WFJOCkMAAQQQQAABBI65ANnhMe9AwkcAAQQQQAABBEoqQHZYUk4KQwABBBBAAAEEjrkA2eEx70DCRwABBBBAAAEESipAdlhSTgpDAAEEEEAAAQSOuQDZ4THvQMJHAAEEEEAAAQRKKkB2WFJOCkMAAQQQQAABBI65ANnhMe9AwkcAAQQQQAABBEoqQHZYUk4KQwABBBBAAAEEjrkA2eEx70DCRwABBBBAAAEESipAdlhSTgpDAAEEEEAAAQSOuQDZ4THvQMJHAAEEEEAAAQRKKkB2WFJOCkMAAQQQQAABBI65ANnhMe9AwkcAAQQQQAABBEoqQHZYUk4KQwABBBBAAAEEjrkA2eEx70DCRwABBBBAAAEESipAdlhSTgpDAAEEEEAAAQSOuQDZ4THvQMJHAAEEEEAAAQRKKkB2WFJOCkMAAQQQQAABBI65ANnhMe9AwkcAAQQQQAABBEoqQHZYUk4KQwABBBBAAAEEjrkA2eEx70DCRwABBBBAAAEESipAdlhSTgpDAAEEEEAAAQSOuQDZ4THvQMJHAAEEEEAAAQRKKkB2WFJOCkMAAQQQQAABBI65ANnhMe9AwkcAAQQQQAABBEoqQHZYUk4KQwABBBBAAAEEjrkA2eEx70DCRwABBBBAAAEESipAdlhSTgpDAAEEEEAAAQSOuQDZ4THvQMJHAAEEEEAAAQRKKkB2WFJOCkMAAQQQQAABBI65ANnhMe9AwkcAAQQQQAABBEoq4Dl1qvXD3/9x4o9/2P6vN3+7fVoUHvvl2+6HO2bncPp/9ZU2d/b2914IeD1y99dLo6ORTY/82emr6/7C3bNyAzO+FAxGOucWg9a+4r8tV+ed9rJDsjeIvZ7qvhMtGOT67IKoV7VXFdI8MB35sk4fhr1Zer3phWjiaR4YDl1uafB4THNv9cmev/5Ni4v4C9hLNaSQCAvqStN8e6994rnHo0hzdmXBXcaOCCCAAAIIIHDYAqnsUOSIZlPv0pgxGkzkdl33pztWrw0t6/I8mQd0Dv86UheZCE8t75hm4/nQ0HfedZHz5UwQO1a77cJlIf7cqZKKsNvKIM2mxhtjPwbWbtm5Xb5YphmYfDno390IBidEtCL4G3M/XqnfUIlOztKs3c+suNtYQS3536h01mwKTI4N+uPTObPDwvZSwRcQYWFdKXJ98/WUaovLrszJywYIIIAAAgggcCQC+64se7bmL85/Ggq1iVDE5FPfbjh3amg2TorUsP+aSA3FXh7PzvM7g/fiF/rPHXpzPFs7f57f8NZ7i6tpYzXekoj23KVAfGO1uOI0e3/eWOf11jc3mRJqK3pzfsNNVYXt5abkjG1EclxwV0Z/mFr19Vy3mpbXl5hF/vXl4uJAY157sTECCCCAAAIIHJ5A5n2HnuUHj4yexfvTofoFV3NyJ30Nu+tTW/tm2v66uuH3yxTzUL/k9Ftv3erqqyJrWXn8rKH3iijkvL8u+vhNkaVpdt98OBhc+zQ0tijyoY2V6cnGN8HR3MEXtlchrSiqK1/NPDGujF1pNvNOEAsJlX0QQAABBBBA4NAEsqxK+evoQsy398hF4nJoUWkLrr8gsiv5PdMTm889u5k7yPeRqNF6faC3z7v+5/e5Ny9mi82HD7qv9nzR3v1Ff3ilfnDOmqbN+VXYXjmLLe0G734KR4wLoW9O5FXs8ztSw9XnkLzKZWMEEEAAAQQQKFSg6DXL79di9a0ZlxTP+1uKn9JzbNHuM5ldtXffe2IEen0lmaz68/xe8MuLsflIoYyu9rs+O21Dicvif338LO6tz7lnYXvlLDbLBsV1pbip4M/jz4zLQzcaC6mcfRBAAAEEEECgQgSKzQ5FTnBzYu/KzF+ud8qkQNy7JtayfOd9NvMiRwPF1eeG3pEu6041uRykN++E8vnDwdG1VpfTb/poxPV0kW7mvMmy6D77RF57Td6c9/mfWo21NRdlFraXi4L3b1JwV9rFiPtWR58YwS/lyneXX9x36BKKzRBAAAEEECibwP41y9Ya3kByua546opcbrL/nsKske1/os3U6Ogr/YJlVUhz53BoxH68S3go+VgZp8anP9Em+sNFkczlu8o4vWS5/Hnmgni4jPileh6N/RSYnA0v7HkxYhbQWNsLWE+0kZW6exxPYXsVFqHVKekPJ8rdlRkPJ3pnnJh8+aN/LfdabNUXaneXzwMq21FBRQgggAACCNSywL7ssJYhaDsCCCCAAAIIIICAECj2yjKICCCAAAIIIIAAAtUkQHZYTb1JWxBAAAEEEEAAgWIFyA6LFWR/BBBAAAEEEECgmgTIDqupN2kLAggggAACCCBQrADZYbGC7I8AAggggAACCFSTANlhNfUmbUEAAQQQQAABBIoVIDssVpD9EUAAAQQQQACBahIgO6ym3qQtCCCAAAIIIIBAsQJkh8UKsj8CCCCAAAIIIFBNAmSH1dSbtAUBBBBAAAEEEChWgOywWEH2RwABBBBAAAEEqkmA7LCaepO2IIAAAggggAACxQqQHRYryP4IIIAAAggggEA1CZAdVlNv0hYEEEAAAQQQQKBYAbLDYgXZHwEEEEAAAQQQqCYBssNq6k3aggACCCCAAAIIFCtAdlisIPsjgAACCCCAAALVJEB2WE29SVsQQAABBBBAAIFiBcgOixVkfwQQQAABBBBAoJoEyA6rqTdpCwIIIIAAAgggUKwA2WGxguyPAAIIIIAAAghUkwDZYTX1Jm1BAAEEEEAAAQSKFSA7LFaQ/RFAAAEEEEAAgWoSIDuspt6kLQgggAACCCCAQLECZIfFCrI/AggggAACCCBQTQJkh9XUm7QFAQQQQAABBBAoVoDssFhB9kcAAQQQQAABBKpJgOywmnqTtiCAAAIIIIAAAsUKkB0WK8j+CCCAAAIIIIBANQmQHVZTb9IWBBBAAAEEEECgWAGyw2IF2R8BBBBAAAEEEKgmAbLDaupN2oKAWwGzc3hjZbjLNN3uwHYIIIAAAjUjQHaY6mrxfvnry8WN+4G8er+wvfKqohI2Npt6F1cWpM+BlELzUiVEXlgMXfdlY8OdZUqeSmvYPDAtgl8caCys7eyFAAIIIFDjAqnsUL2j2N/5JkkFOIoaK+oNzLP84NQPb/NtSGF7Hayl0jQyIvRszXd39Jxqm1o9ELrmpXwxK2f753d6vn9dYGqo6Uqnl0pruPlw8Move3pMMW5bOh4893gqx5xIEEAAAQQqRCCVHYp3lC/au0V6ZL6eEj+03IlWSIiEgQACCCCAAAIIIFA2Ac+pU60f/v6PE3/8g/hX1Cqvk/rfZE0NuwaG+3wtDV6Pae7F1xZGR19tJicemjuHQyMtDdZ/Y6/fGj7jUfuEmJYQ18smx1oD3jpZcvxtZP7p1PKO/Lmpd2nmgtpefYkyI/3Xprbkb0wzMDk3GPCqn/dWn4SHHsq99F+OdXUO/3b7tKw9Xhc8KyOJvZ7qTua+ptl4IzSkfi+2ubdmfFefvfnptWv20gQv9jofGrqr6hLtWjMadsPdD3f0GmK2KfJlnWm+vdf/pmNMssg4xyeeW1ZOnXJ9diEot1wKBiPvjLbJl4MB0R2vp/RJv5NhWjcFJl+eWbE6N6M7ZMMdXsracU5QYgRq+yvL2LB3WTVa/PUfVycWjF4JZXd0YRri4nLH6q2YPzE8Yq+XRkcjaswXMLD1vZw8CrIYFjCiRGli2ISMhahvUAyDzDGfPPrkoErrSqUU/WFK6Vl7pTXZYfTmOi55HQEEEEDg+Am4zQ677k93rIaHrNxOvveIdND/RuVY8n2oPpUsNnf2hkY+TWSHZuPnJz9sqpxPZIozn6YnFtYbmEyPMtiu3x/efpzIflRd/Y1PcyaIIvdyqst6Y26NWVmm2dR4Y+zHhvnuoWWR5jbemBsy5sPJnDUwOTboj0/nSKG0e2mCl5l37+/B8YgAUZlin5UdJkgdNKxUUiQNg/7dj5FkqGoXTaeI8idfXrK1pcCYMRpMJDdO41RjqElfcr6UtTodlEN/iXKc9kp08UT45rZPfPCITdwSP9jjrTANkR1+5/sYmUgMDzmwexOGeiingZ1M2rKMeY1hYSNKxDB32VidkMds+pi3+yJrNi+b7N24N/70+ZYclunDRj96j9+Zj4gRQAABBJwFcqxKEe8W6sb8Du/6zIsPdjmbyw+i3p7rTfKlTp8RfZyaR9xcFjeoJe9nOunrH0vcy/jbzxf97noi4Gu5+/OSfQdk5PZpv8+Xe1d9XbvrKr/0bO1sx5OFnfQF4gsqNbReit6c33BTkWYvXfAvnkbirZFE04b6jPXRn1KkuerduBe8ZoeqNtZ0isezM/Okru+bE2rL819diM3nSA3ldgX1V67Is7+eo5ez9pdh6PYSu4iufL8bMzZWxFh9v2tXXKCGIbKrlLkY2I/iF/rPWaVWCJR2RMXFxyFrbO8b87l6a3VefDCzjwjR5NbOk9Y+RY3eXLXyOgIIIIBAJQkc7prlSTFjN39L3MUo72jMtqAhO8XusyttF9Ve6rvl6nxOtALrylluvhs4By9ylKk78uZO8R3sDz8yWudCbfkW7377dz+FY5cviUeWiBmgPu8zMVeac9+yGhbUy0ZhexlGARrZuD7GtuWvKwSqLCPqk4bPZJPLUlfOEcoGCCCAAALlEHCbHa7EW/vPJSaiRFziaq+cP7MuGS+vGYGxK83JB6eJC3Dh2Wk1rdhg7G1vy+kxcW3rfKgny9xhvVe+ajZ2DUyLR6WoQsR0RSjUllbg8MZsb06M3HUdLOL9mpwB7WxUr5hNgcnelpwVGdq9NMGLidjFgYBq17v3hrFrxHftaUyr2mwamng0naLezq3pw7YbY63R8UjudrnpLzeluNumsF4ubK/CNMRe/pG/2MOjWdx3611fFh3nBkrTlXn2clEjyl1fpG/l7x3parKPCPm5YuaFfD3n6FXPABIjPP862QMBBBBAoLIEUvcd/ueLP4rVDweji/5wUU07yQUQl+XSkyyrUgaGQ9ZLYrNY/O2j5JoJ8Yaqfi8XYUysGyMX/MbHrKtP5P3vj+UNeSoAuy5ZYNqt8Ro8p7r+/NmIWOUgdlRLNJpCi3fPWnH+8q1cEXJgVcrdL8USliX9bKV+L6fg5SoHY6NBrOxJLN+ZSl/Zk774IF1DrRWwG56xkkDTKbLJ8u7DH/1rOe6ktAvX9FdGGMpTKWle0g/2rFBqiYlTf2UdG+/OpXfxbr+4R9PYuNf+pkP+kD7e8tBILtH4NuuqlIIHtsteTufVHA5OI0qtZJKFWOuQxGbpY17TX5qFOPrRq9JHUUvsl6nuhzzuoLLO8kSDAAII5CuQuSol3/3ZvpIFEstuxhOLwSs51DLEhkZOZCs7lAu2cm7JBggggAACVSzg9spyFRNUc9POXbJvAKjmZrpsGxouodgMAQQQQKC2BZg7rML+V0/AEQ84VG3L+ZjDKiRIaxIaLvvXvuKc/vBRl/uyGQIIIIBANQmQHVZTb9IWBBBAAAEEEECgWAGuLBcryP4IIIAAAggggEA1CZAdVlNv0hYEEEAAAQQQQKBYAbLDYgXZHwEEEEAAAQQQqCYBssNq6k3aggACCCCAAAIIFCtAdlisIPsjgAACCCCAAALVJEB2WE29SVsQQAABBBBAAIFiBcgOixVkfwQQQAABBBBAoJoEyA6rqTdrpS3ibzFvrAx3mWaVNbha21Vl3URzEEAAgaoXcJUdNg9M//pycXGgseo5jlcDzabexZUF0TWlTZXEHxcJz8piZcmz09ebciRhcnsrjMQuxeVtx3qwHevgj9fgJ1oEEEAAgcMTSP2tlO1/+belmQsNyT+/pqo0zbf32ieeezzibS9khLsf7hxeKFVTcmFWhe1l9ZH4u3lnVqxuKolh1/2Fvt3p7odRl6WVPICCKVwGXJLNnII8FsGXRIBCEEAAAQSqVWD/3OHa9Bft3ae+XorFl+QPbVOr1dpu2qUViO28QggBBBBAAAEEalNg/9zhV7vdd6LieuXSmNF9dT59TsiaEVmI+gaDXjlBFXs9JbZMzi8GJucGA9bvTXNv9Ul4KDnFKPaKfFknJyD733SMyW3M+Nt74xPPtzyycIe9ND0hYpscaw1462Rd8beR+adTy4npzHLW5RShpNs//ypAIv3XprYSs3pdA8N9vpYG4WDuxdcWRkdfbXo8+r00TU755zl3mDUMSdo5/Nvt0+mti/3ybc4JY2ucDAasmcuMAaDrSrPxfGjo7lmrK8WwWTMadhOT07rBlhS2Z7VVFddnF8TIjP4wZfQmhmLs9dLoaETwWuU71qV27xqYvisG6uupluSo1g9CTS8XdqTYYyCjXSIMzcB2HIdWP8oDJF4XtIT3HbDZDiLV9WKXVaPFX/9xdWJBSdo7ag7YnLxZ4zykY1nMfN8963EzbmvzjE+rEUAAATcCeWSHc5eN1Ynw0PKO2dR4Y+zHhvnuoWX51nv9/vD2Y5nwqfqaO4f7G5/aCaJKHfy7HyPzYTuTy7mX49ue2fj5yQ+bVl3y3WXm0/QrquWsS4PrdG2x6/50x6oEtKFC/jd2ku20l3jr1TTZSn3yu7KsD0OmSvcXOlYTnetmDGVsY5V/TY0NXY7VOfxr7+/B8YjoTZVe9KVlh06DTRWYtcki7O+8G/fGnz7fksLqQ85oUCaIIvVxqksVmFd2mOg+h3stRD8WdqRoutJpYOt4ZRrdGrM+qmUcsE4jyspQW2MT4ZvbPpH+xiZuiR/sQ0xzmOfkzRqnfmAXfCyTHRZwzLILAgggkCGQurLs2Zq3MxW1kccTHep4YN/NFhfvNFZm49na2Y6nygn4Wu7+vGQvSojcPu33+fZXs3EveC09NRSvutgrW2ed9PWPJVY//PbzRX+WTcpZV37DqcO7PvPig73P5vKDqLcn55oPI3eTyxKG60r+urrn97fl3vzF00i8NZIYOUN9xvroTykcp8GmL3Z1XnxKkUPUGqXzj+KtnSet/2jrEq8/fzgobqVwM3GYu12GUcSRoik+y8DOEczuuvqQlnHA6kaU2EUc4+93Y8bGihir73ftKnQHbC7e7HHmHtiFHMvP7/SIrsw54e2mH9kGAQQQqFkBV2uWc70JPbvSdlGcke3vlqvzuUF3C9lrUsxtzN9SFeVxW2Q568rd8vy2KLDJ+VVyBFt7PDtTd2ROJr6D/eFHRutcyEVOmV+knzR8ZmWK5ajLRWQFjUMX5ea3SYEjyjn4wnhLHkZ+CmyNAAIIIOAsUILsUMzQhEJtzcmHz4kryxuzvTnNC9urwdjb3pYzTOJi2flQT7a5wyw1l7OuRPX1Xhmk2SguWYrHzSiclXhr/7kTdnwCKhBfsG9JlL/PtldhTdb45w4jZ+ft30BcSl6839tsPfimubN3aaRldTX3ohZxBXBxIKBk3r03jF0jvps2I51nDGpzf+9IV1Oj+llcJ+3zPpt5IX/W1yW6Sdy2KCa/w515PkAxW39pAi9sHBYkodupsBGlCb6wrix5GKrNIhgev1XyMUOBCCBQawKp+w4//P0fGcsj0h9nIxaXyHdc67Z9dWeP+K9967dc5XC5RT0NJ301gForYJtm3HHvtJemD5oHhkNWRXIdw8S6MXLBb3xUyz7KWZd+lKTfvy81Hstb6xJvXUmo9FUpiWwmbZlO+l7umyw7KL7kZuLWls8IQy2ASG9d9IeLOe8glG/Jae1SN6fmPJDk3Y3GRoNYo5MYNlNqjY4dQ9bBltHL6U22bpe8FfMPJddhpFalONVl55HiNjvv2nReV5az9rI++HQo/ZGS3i79wM7qbK8uEuMhGIw0hRbTD9isI2ru//396tetqt5gcLdf3CtsbNxrf9Mhf0gcYk4HrJ7XaSS4H9h5nTe47zDnoccGCCCAQE6Bfdlhzq3ZAIGKFSh4MY1aR5K+tLxi20hgCCCAAAIIlEGgBFeWyxAlVSBweAKdvk/EOpJ9l/gPrzJKRgABBBBAoOIFmDus+C4iQBcC9uXXjAdMutiVTRBAAAEEEEBgnwDZIQMCAQQQQAABBBBAICXAlWVGAwIIIIAAAggggADZIWMAAQQQQAABBBBAIJsAc4eMCwQQQAABBBBAAAHmDhkDCCCAAAIIIIAAAswdMgYQQAABBBBAAAEE9AJcWWaEIIAAAggggAACCHBlmTGAAAIIIIAAAgggwJVlxgACCCCAAAIIIIAAV5YZAwgggAACCCCAAAJuBbjv0K0U2yGAAAIIIIAAArUgQHZYC71MGxFAAAEEEEAAAbcCZIdupdgOAQQQQAABBBCoBQGyw1roZdqIAAIIIIAAAgi4FSA7dCvFdggggAACCCCAQC0IkB3WQi/TRgQQQAABBBBAwK0A2aFbKbZDAAEEEEAAAQRqQYDssBZ6mTYigAACCCCAAAJuBcgO3UqxHQIIIIAAAgggUAsCZIe10Mu0EQEEEEAAAQQQcCtAduhWiu0QQAABBBBAAIFaECA7rIVepo0IIIAAAggggIBbAbJDt1JshwACCCCAAAII1IIA2WEt9DJtRAABBBBAAAEE3AqQHbqVYjsEEEAAAQQQQKAWBMgOa6GXaSMCCCCAAAIIIOBWgOzQrRTbIYAAAggggAACtSBAdlgLvUwbEUAAAQQQQAABtwJkh26l2A4BBBBAAAEEEKgFgfyyQ7NzeGNluMs0a4HmkNqI4SHBUiwCCCCAAAIIlEQgv+ywJFUWX4hpBsKzC7++XBTfG7PT15vIVotHpQQEEEAAAQQQQEAKeE6dav3w93+c+OMfxL/XZxeCXo+Cif5wcWg58XOlUXXdX+jbne5+GM0IrHlgOmSEux/u5BVw88Bw6HJLg8djmnurE+FY75Axfm1qq0LbnlfT2BgBBBBAAAEEEMhXYN/c4dTVni/au+fie3O/LDX0Xsm3rHJuH9t5VZLqRGrY+beJ7g7Z8JaOwZXGS1fqS1IwhSCAAAIIIIAAAsdSYN/coWiB2dS7NGZ0X52/PjudPoUmfz9zwZpge3uvfeK5JzW1JmbsIl/Wyd/3v+kYGwx4PWb87b3xiefW9Ftz53BoRM7MiZ9jr98aPuORtbtmL1HX5FhrwFsn44m/jcw/nVpOTAeKm/Z+u306XTr2y7distAOz35JTARG+nNMAYor1JNz9UNX59MLtBuuCUMTvL5dToZWJJJONllMYT4JDyVnQPW8x3LQETQCCCCAAAIIVLBAZnYoLtp2rHaLa8oiD/vV/6blzr6rtzKJeXlmZX92aCU04veD/t2PkfmwncnJ1FBc6q1fGB19tWllh82dvaGRT1V2qNnLNBs/P/lh00ouZYo282lGjXaQGbD5XlmWOeVXu93725iWX+rCcGqypl2q5KyG1+8Pbz9O5NMqpe5vfGoniJq6KnhoERoCCCCAAAIIHEuBfVeWRRbS4X0288JqyYunEe+ZfJYnb9wLXktPDUUZnT4j+jiRGor/bi7Pd3c8SJ93NIwsexknff1jcsWJ+P7t54v+o4LNHUa24BPRal7K0p6Ar+Xuz0uqyeI7cvu03+fbv11+BR6VGfUigAACCCCAwHEX2Jcdfv5NT8B7MfJKpim/vfr3oPd03zcnyt/CyZnW2PwtcSOg+D7VNrV6eBG83435HDPg8oUhGrj77ErbRdVk9d2y/3r34RlQMgIIIIAAAgggkC6Qyg7F9dx+3973aTmKyMxiPl9zEU83XF4zAmNX7BLEleWwiwfQNBh729sfRJRmU+P5UE9+c4f1Xrmj2dg1MC0ezagP3uOJ3pww+ub2RbiYjLCoMPIcZY/iraFQWxrU8MZsb55lsDkCCCCAAAIIIFACgdR9hz/+f/9NrR1Rz7Kx13+o5R3G2KL9sBtVrRlfUvNb6c/BsTKzfctW7OfFiJdi8bePkqtVNHvtf8TMujFywW98VEtM1BKN9HanP3knfW1H7PXS6OOIunlR/yXvhuy90GCtCEmPUBOGJnj3L6Ubip+7Bob7rAfryDBE8KMRdbOmnjdX43gdAQQQQAABBBDITyBzVUp+e7M1AggggAACCCCAQHUJHMu/lVJdXUBrEEAAAQQQQACBChIgO6ygziAUBBBAAAEEEEDgyAXIDo+8CwgAAQQQQAABBBCoIAGywwrqDEJBAAEEEEAAAQSOXIDs8Mi7gAAQQAABBBBAAIEKEiA7rKDOIBQEEEAAAQQQQODIBcgOj7wLCAABBBBAAAEEEKggAbLDCuoMQkEAAQQQQAABBI5cgOzwyLuAABBAAAEEEEAAgQoSIDusoM4gFAQQQAABBBBA4MgFaig7FH85emNluMs0jxydABBAAAEEEEAAgYoVOLLs0GzqXVxZ+PXlYkkytuaBaVHU4kBjxUITGAIIIIAAAgggcCwEPKdOtX74+z9O/PEP2//15m+3T6cHbcaXgsHIpseTsyUiOQsZ4e6HOwe31LwkNjbNwOTLMyvtE89d1KIPQ19RziawAQIIIIAAAggggIAQSM0depYfnPp6KRZf+qK9W33fW2udC7XBhAACCCCAAAIIIFA7Ao5Xlk2zUSjEd+PKQlwIDs/Kq7fyWvDs8PVO+ar6vbhAHPmyruHLf0+8ujJ9vUne26d5Se8rJhTDs/Kis3XdeTqcdr1YRNV1PxmGeOn+9P6ryd7ryR0X7wfsWpyuYquNw52p6hbv9zZzY2LtDH9aigACCCCAAAIHBFJXlsX1ZZFFLc1caEhe5DXjb++NTzzfkleWRVr2+ckPm+rnpt7JmU/TLweX9sry9fvD248T9YrqmjuH+xufDlmXrcXKkl97fw+OR0QkIqTzoaG+3cQVbRHD3GVjdSI8tLxjNjXeGPuxYb57aDl1WTzrVeyu+wvfeTfujT99vmWVLwTGjFF319MZTggggAACCCCAQPUJHJg73H1mX1kOzht9YyOJRb4nff1jcjJPfP/280X/YUoEfC13f15SdYnvyO3Tfp8vUeGLp5F4ayTx6lCfsT760wc7lvgTmRqK/3q2drYTk565A12dF5mo3Mvacf5RvLXzZO692AIBBBBAAAEEEKhKAd2a5c3lB4/iLR3nZMMnZ1pj87dU4niqbWr1UDF2n11pu2gnqeKHlqvziezNszN1Z1C9FOwPPzIO487ITxo+O9TmUTgCCCCAAAIIIFC5ArrsUFxm7fN9XNmW0TcYe9vbcpZOXLQ9H+rJMndY75WvivsCB6bFQ2r23b2neSmbjJi9C4Xa7BLEleWN2V61obgQvDgQUC+9e28Yu6k7Iws29veOdDU1qt1lk73PZl4UXBg7IoAAAggggAACx1tA+0Qbc0/dxiea2DwwHLrcIm5JNOUv142RC37jY6T/2lTirsTA5NxgwCtv8ou9Xhp9LO8LTORb4pk12V4SK0KC1vb2l3iAjj1H2DUw3GdVlyhwNPFgHZEddhgbDT77panR0VfimTvipkOxMkamd6+nWu5ExWZ3z1r7/vKteM6Opi5Z4OqtmH8oeFbuLoNP1nW8O5boEUAAAQQQQACBggT2rUopqITjvZOVHe5bvHK820P0CCCAAAIIIIBAcQJH9rdSigubvRFAAAEEEEAAAQQORaCms0NxxVlcgA7cXhJPVVTPaOQLAQQQQAABBBCocYFav7Jc491P8xFAAAEEEEAAgQyBmp47ZDQggAACCCCAAAIIkB0yBhBAAAEEEEAAAQQcBZg7ZHAggAACCCCAAAIIpATIDhkNCCCAAAIIIIAAAmSHjAEEEEAAAQQQQACBbALMHTIuEEAAAQQQQAABBJg7ZAwggAACCCCAAAIIHNXcodk5vLEy3GXyuGnGIAIIIIAAAgggUOkCXFmu9B4iPgQQQAABBBBAoJwCmX8rpXlgOHS5pcHjMc291YlwrHfIGL82teUpZ0zUhQACCCCAAAIIIHBUAvvmDkVq2Pm3ie6Oni/au1s6BlcaL12pP6rAqBcBBBBAAAEEEEDgCARS2aFpBvp9v6dPEz5/+CCym4ipeWD615eL8vbBpkB4dkH+PCt+NtXvFwcaxXZmU+/iinwp3Jm4xdD+zcH7Dk2zseu+3Ncqdjp8f1oVIssxE1UkXkr+XrzkFMYRyFElAggggAACCCBQjQKpK8vb//JvS1/tdt+JOjVTJG2TLwf9ux8j8+Gp5R17M5GxhYxw98PEb7ruL3Ssdg8tpy5GWzueWWmfeO5J+2Xn8K+9vwfHI5tb4ip24/nQUN9uopDr94e3H088T17Obu4c7m98OpQs3ymMauwd2oQAAggggAACCJRbIN9VKRv3gtfSU8PC433xNBJvjfy8ZE0fDvUZ66M/fVClBXwtdxO/lzOLkdun/T7f/opKF0bhDWBPBBBAAAEEEECgCgXSssP3uzHfmbI9d8bj2Zm6MyhucBTfwf7wI6N1LtSWAN59dqXtonpJfbdcna9Ce5qEAAIIIIAAAghUnkAqO/R4ojcnjL65K83JBxM2d/Yuzk5fb8rxnMJ3O3ten0/sJW8lHBjuy5jmc2izuAC9OBBQdb17bxi7Rnw3rrZ9FG8NhdrSwhjemO2tPDoiQgABBBBAAAEEqlDgwBNtOntDvRcavPIGwVj87aPxxP1/12cXgtYv1Zdpvr2XvI9QJIU35n5Ur8ZeT0WNweBZT+yXb8WdiBl7yR3jS2oiUN6eaGw0+OTTc9SOo6OvNpM3Jsos03qwjvXS0uhoRL2kCaMKO4cmIYAAAggggAACZRfIzA7LHgAVIoAAAggggAACCFSQQL6rUioodEJBAAEEEEAAAQQQKLkA2WHJSSkQAQQQQAABBBA4xgJkh8e48wgdAQQQQAABBBAouQDZYclJKRABBBBAAAEEEDjGAmSHx7jzCB0BBBBAAAEEECi5ANlhyUkpEAEEEEAAAQQQOMYCZIfHuPMIHQEEEEAAAQQQKLkA2WHJSSkQAQQQQAABBBA4xgJkh8e48wgdAQQQQAABBBAouQDZYclJKRABBBBAAAEEEDjGAscyOzQ7hzdWhrtM8xjDEzoCCCCAAAIIIFCRAsVmh133F359uRjuJFGryO4lKAQQQAABBBBAIE8Bz6lTrR/+/o8Tf/yD+Ffs2zwwHLrc0uDxmObe6pM9f/2bljtRfZkiQexY7R5a9uRZNZsjgAACCCCAAAIIVJzAvrlDccU2VP+mu6Pni/buL/oXDF9LxcVLQAgggAACCCCAAAKHKbAvO/y8sc7rrW9ukpeJPVvRm/MbqurmgWlx+XhxoFH8bDb1Lq4cvJp84vp9uY3c7H5vs2mKRFP8vDE7HJ5d2FiZDncGxA/WqwFVpignPJvYRWx2vVMWnl6dvLOwKbGX2KDLisquPeO+Q7u6tDASFcm9zEQ5MiQRjNUQvhBAAAEEEEAAAQQOCmS7suxrafCqK8sLMz+92vTIS8YiQQwZ4e6HO6qI9KvJ4ufvfB8jE+GpZflqc2dvqNcYDUbenbyyNNMamwjf3PYtzVyITdwSP0zOfLrSPvFcXrlu/Pzkh80tWbjI+ezfq/JFPjf5ctC/+zEynyg2PXTr1TOqHPv3ohBZ3ZPw0MMds6nxxtiPDfOJ693X7w9vP554btVlRTjc3/hUbMaAQAABBBBAAAEEEMgQyFyVsvnwQfdVdWU5vFI/OBdqc0O2OnFNpYbia3N5/lH8Qv856z+760Pi9+93Y8bGyosP4odUaSd9/WNyrlF8//bzRX+WajbuBVPFuglDVmflfJ6tne14ao+Ar+Xuz0uqLvEduX3a7/O5KpCNEEAAAQQQQACBGhPYlx1en52+bl3AVQnWXx8/i3vrCwL5GNvOsd+kmOebvyXT0PbuU21TqwVV43an3WdX2i6qutR3y9V5t/uyHQIIIIAAAgggUEsCGXOHn1wZu6LuOxRfn/+p1VhbUz+/29nz+nzyhkKzsWtguG//1Jt/5C/2jYNi1XOfd335fQ7FBmNve/uD2EhcBT4f6sk2d1iyfngUbw2F2kTwqkRxZXljtrdkpVMQAggggAACCCBQRQL77jsUc4fG2l7AeqKNaGPs9VR38nE2Iim8Mfdj0Jv4fdQYDJ71xH75NuqTv4z+8G3MPxQ8W2fttTQ6Gnl3buS326dl8hdfCgZ3+8VNhMbGvfY3HfKHj5H+a8t/Gkk9Omdi3Ri5oH4/teW5PrugKlJfpvn2XvIWw4yXVPliIlCsSkmrLtIUWrx71gr1l2/VvZIyo021S0ao7qfkCwEEEEAAAQQQQCBdIHNVCjoIIIAAAggggAACtSxQ7N9KqWU72o4AAggggAACCFSfANlh9fUpLUIAAQQQQAABBAoXIDss3I49EUAAAQQQQACB6hMgO6y+PqVFCCCAAAIIIIBA4QJkh4XbsScCCCCAAAIIIFB9AmSH1dentAgBBBBAAAEEEChcgOywcDv2RAABBBBAAAEEqk+A7LD6+pQWIYAAAggggAAChQuQHRZux54IIIAAAggggED1CZAdVl+f0iIEEEAAAQQQQKBwAbLDwu3YEwEEEEAAAQQQqD4BssPq61NahAACCCCAAAIIFC6Qyg7Npt7FlYVfXy7a34v3e5tNs/CyrT2bB6YXBxqLLITdEUAAAQQQQAABBMojkMoOPVvzF9uno+bb79suftHeLb5Hd1vn5q4UnyCWpyXUggACCCCAAAIIIFC8gOfUqdYPf//HiT/+QfxrmoHJl2dW2ieeezyq6K77Cx2r3UPLHvnS3GDAK39vmnurT8JDD3fUNqbZeD40dPdsXeKlNaNhN9z9cEdMRi7NXGhIFqVejfRfm9qShYg5xciXdab59l7/m44xWbIZf3tvfOK59WrXwHCfr6VB/NLci68tjI6+2rTKuT67EJRbLgWDkXdG2+TLwYDHY76earkT1USor6t4REpAAAEEEEAAAQSqRiBHdijyqpAhU73r94e3HydSN5nbdQ73Nz5VCaLZOfxr7+/B8cjmlkjmZKbYZ2WHysgu4SCZlYwO+nc/RubDU8uJ7a2UdLpjNTyU/I2oK+R/030nqjLRyZeX7PxVJqBjxmgwInJHTYTWjtnrqpqOpCEIIIAAAggggEBJBNyuSgn4Wu7+vGTfkhi5fdrv8yUiePE0Em+NJF4d6jPWR3/64Dq4jXvBa+mpodixw7s+8yJVwubyg6i353qTvAPS49mZeVLX980JVf75ry7E5mVqKH7WRZiIJktdruNkQwQQQAABBBBAoCYEcmSHTfWfxHasRG332ZXk/YjqrsSWq/NKSGRsU3cG1S+D/eFHRutcqO3w8N79FI5dvtRlmmLisM/7TFz1TtTlHOHhBUPJCCCAAAIIIIBAlQnossPmTpl+zbyQTX4Ubw2F2uwVKuJq78Zsr7IQ9yYuDgTUS+/eizzSiO/G9zHVe8V/xUXhroHpjZXhnMtcVuKt/ecSs4NiR1FXIL6g7lZUyag1fdh2Y6w1Oh6xK9JEWGV9RnMQQAABBBBAAIHDE0jdd7j9L/+WsYgk9nppdDRx3VZmgWKlyOUWtcok/SW5csXYaBCLSBIvTdmLSKykMLWcRe71WN6eKH6v1pfYDZPLU9JXwyTryliVora37j780b82LRajpNM4Raiv6/BwKRkBBBBAAAEEEDh2AvtWpRyX6EV2eGNuyBhPLH8+LmETJwIIIIAAAgggUPkCblelVFZLzl1Kv9ZcWbERDQIIIIAAAgggcJwFjtPcoXoqjXjAoQJXjzk8zvjEjgACCCCAAAIIVJzAccoOKw6PgBBAAAEEEEAAgaoTOJ5XlquuG2gQAggggAACCCBQIQJkhxXSEYSBAAIIIIAAAghUhADZYUV0A0EggAACCCCAAAIVIkB2WCEdQRgIIIAAAggggEBFCJAdVkQ3EAQCCCCAAAIIIFAhAmSHFdIRhIEAAggggAACCFSEANlhRXQDQSCAAAIIIIAAAhUiQHZYIR1BGAgggAACCCCAQEUIkB1WRDcQBAIIIIAAAgggUCECZIcV0hGEgQACCCCAAAIIVIQA2WFFdANBIIAAAggggAACFSJAdlghHUEYCCCAAAIIIIBARQiQHVZENxAEAggggAACCCBQIQJkhxXSEYSBAAIIIIAAAghUhADZYUV0A0EggAACCCCAAAIVIkB2WCEdQRgIIIAAAggggEBFCJAdVkQ3EAQCCCCAAAIIIFAhAmSHFdIRhIEAAggggAACCFSEANlhRXQDQSCAAAIIIIAAAhUiQHZYIR1BGAgggAACCCCAQEUIkB1WRDcQBAIIIIAAAgggUCECZIcV0hGEgQACCCCAAAIIVIQA2WFFdANBIIAAAggggAACFSJAdlghHUEYCCCAAAIIIIBARQiQHVZENxAEAggggAACCCBQIQJkhxXSEYSBAAIIIIAAAghUhADZYUV0A0EggAACCCCAAAIVIkB2WCEdQRgIIIAAAggggEBFCNRQdmh2Dm+sDHeZZkXAEwQC+QiUc/SWs658DNi2CgUYbFXYqTSpKgRqKDvMt7+67i/8+nJxcaAx3x2dtjebehdXZJkHk1TNSwXU3jwwXdrIC4ihzLuozgp3lin1p7/K3L8Z1ZlmIDwre1weTbPT15vK1O9H2+oaqV1/LBdz6Fn7MlpqZBzRzGIFPKdOtX74+z9O/PEP2//yb0szFxo8nvQiTfPtvfaJ5/t/WWydyf1FEhMywt0Pd0pVYMnLOYwIxRvb5MszK9lUNS85Nc0pwsOIvOS8pS1QvKl0rHYPLe8bwG6q0FjpGQvor3z70U38NbiN6Ou+3enuh9EabHstNDnnsVzYoSeyw6WZ1mj/tamtvM8StcBOGxFIF9g/d7g2/UV796mvl2LxJflD29QqWggggEDlCcR2XlVeUESEAAIIVInA/rnDr3a770TlB6wxo/vqfPrnMzGJEvmyTk4l9r/pGBsMeD1m/O298YnnW57rswtB+d+lYDDyzmibfDkY8HjM11Mtdxw/2Vuf4fbNU5rmXiTtI13XwHCfr6VBFGvuxdcWRkdfbeaavzTNxvOhobtn60TPiL1W14yG3cTEpF1dxlSouOXlt9unRUMi8bqgtWPs9ZQQsPvWmjpaiPoGRQPlq798m3OmU9Q1OdYa8FphiJLnn04t75scLdXcod4wM/K0dskA5mQPJqCehIdcTN867aU3zLqXvcuq0eKv/7g6sWD0ynhs/AJGlGiLNd9wK+YfSnbl0uhoRA0bp07RGOYcopZelmlgDa9miOr6K3mwZIxepRT9YUrpWaM3rcnOh4Pm1FXwkeJUpuZw0GjoIrSO2fQN7KPSSV4MjLtnxZkkcRnE6rUc56icQ1SOt2znqPRhI7tmRFYkNo7+cFHMahc2NvT95XS2KYBXP6KcmmwdCM7n3vxPy/pjWWnke+il7dUTY+6wSrIXmnG4Am7vO9x8OGhNJbZ8N9YTm78lZhZbrj4QqaGI7s/BW1Fx5g3Kd2KPJ3qz/5mYegyO6j7Ze7bmuzt6rvyyJ87soihZWsegPdvfdX+6Y+dp99Ue9fvR1TOhUFtuhnOXvvOuX/n6olVgeCVtB1XdwalQz/IDMVEar68TeaQ1afpt1DuY5d61+EcVZ87UUNb5fm1m/Jpq1BfjvzeMXDqkdTB6QxGI93JPg9VTGe26ETqzMm6FZ/HO7FwKu7i30mkvvWHWvexdDBFe/3rDyKD4Qc5Y+84oqwJGlOpt/8iQsSq7UnyPrhqhuSvNahGSQ6doDHPyOg1IHa/zENX0l9Ponbra8/1r098relP2svi++Ditydq6nIIv9kg5WK7mcCgswuUHoqWi4SLfUq22j0on+ed3eubi4sPnxF/PjYj7FCfPvbrZPi1OWZpzVM4h6nSOEoAX229F42+/bxPpYPRm+y1R9dzXMjUUNgWPDcezX0l59SNKd1rWdGX+p+Ucx7LzO4G7M9ve9vvcbyZsgQACqexQvjHsn+0Tqd5Qx4P9Nx1u3Atey5gM83h2Zp7U9X1zQmme/+pCbD4xZ1OYb4d3febFB3vfzeUHUW9P7hvPXzyNxFsjPy9Z96oP9Rnroz+lCtFFsruuJs88Wzvb8cwNG768fsW398hlUWLvk77+MXmzvPj+7eeL/sIISrFXXEwKWtOWGe0K+FruJpRkkJHbp/0+X84Kc+zlYKjbS+wiwnu/GzM2VkR3v9+1Yyh4RK1OpAbn5vL8o/iF/nNWqWXsFF2TtUPUqb/0XbM6L+bvZS9bHS2a3Np50vpPwYeDpj7tkZJ9P418qSPUyG/HP2n4zPi8sS4W3/P724yT9Q1rb3JejjCch6jmHCVH71ryfHjuUiC+YH/uLXhsOPbJIfA6jSjdaVnTlYX2suOx7Dw+Czuz5Tz1sQECtSngdu5Qr/Pup3DsspwkExdW+rzPClgZULy+OClP3RlU0wnB/vAjo3XOzYxjrorFrGHwSd139ixUru0nZ1rV3Grl3ri5++xKW2LeJTGDeHU+V7MMo5x7GUaJRtTH2LZsWVk7xRnqkIbo/r6TaZDMFA/ncMg9TvZvoZEvfYTO8n9d3WhoPNHpM6LjC6u+Mzf+1GrsHvggmG/bnLd/99OCOB+KeesbvXXRx2lXUUo9NsrCmxhRGh5NV5aulxPHsq6Xcp2jss13lK7XKQmB6hIoTXaYnOxpuzHWGh2P5EFU7xUbi9tWugamxXNe1HXAlXhr/7nETKT4b3PncPrnb6fCxd1FiwMBVcI7ce1g14iX6A1AXFUPrrW6urptGA3G3va2nLM0m8S9OD3lmDvMZqjpAjG9JNqSuORq8W7M9ubssnLupZIba0I6vxHlH/nL9c5G1ZZmcVuYd33ZuoqUu1M0hqXjPYwh6u8d6WpKNFl9Npt5IZt8GHXlHCQHN9DIlzxC3RB98SbmGwoY61Nb0ZW1liuXjejf3F1YcGiz/hwlshAxekOhkYwTlybCwjQOg9dpRGmarAm+sHYJdadjuZgzm7idtJzPvSrgeGEXBCpHILUqRTzXJuNO/PS74NUNy3bcB590IzK8yZc/+temNYtRMpqdfo+2vKH+cWQz+aABecf35RbxeB33q1LkogRjo0GsZbFuAxdLHOy1LBnBy9QtvtQilt0k73BXS2qaQovi7nW5r7X6RN3Mrn62S8i5MEUkJaFk5KsT68bIBb/xUS24cQpD1Kh5ST9WshqqJUSymdbaINUQu10ydUjyWlCppQz6urLupTfMWte7cyNqYYHFvtv/ctBvbNxrf9Mhf0hYyVfzGVHJG+q/zboqRdMpVkWpZToZ49DpJX1/OfE6DVF9f2nq0izE0RwOml4u7EjRFKiRLyxC28quVC34UP/VDGzRtMDaLXEsyxRhxAi2T2iuLO8f1dmHqP4cpc6lsYnMRyzlOzb0h2TJeTUjKp0347Ss6coCTsv6Y7mwQ08xqm5NHzCV805MJAhUmsC+7LCY4MR7+Y25IWOcR0kVo8i+KQFGVM7RkPOxcDlLYAME0gUYUYwHBBBQAqW5sixL2n//Nb4IFCvAiCpWkP0RQAABBBAoRKDYuUP74WGqcv1jDgsJkH1qTIAR5bLD7UtsGc8Kdbk7myGQIcCIYkgggIAtUGx2CCUCCCCAAAIIIIBANQmU7spyNanQFgQQQAABBBBAoFYFyA5rtedpNwIIIIAAAgggkE2A7JBxgQACCCCAAAIIIJASIDtkNCCAAAIIIIAAAgiQHTIGEEAAAQQQQAABBLiyzBhAAAEEEEAAAQQQ0AtwZZkRggACCCCAAAIIIMCV5aMbA+JvfW6sDHeZ5tGFQM0IIIAAAggggICjQPnmDkVW9OvLxY37gZy9If6A/eLKgty4RFmU+OOhorTFgcacVbMBAggggAACCCBQ4wKZfyuleWA45Ktr8NaJP8+1+mTduPzpSvvEc4+nJEwyQfS/abkTdVOa9RfVzpSq9uaB6ZAR7n6446bqnNuIdPPu2ZSJGX8bGZ+Y2iqNUs7a0zcobbvyqpqNEUAAAQQQQKAqBfbNHVqpxpvuq4NftHe3dAzO7BgNVdnoohv1/E7P96/N6A8XBZT8Hn/TMDbCxeKiXSkAAQQQQAABBI5eIJUdirm6/st7oz+9soPaXJ7v7nhgTxx2DQwvzqoLvtOL9wPNaXfOOb1kmo3X70+LXeRes8PnG4tqsEhe7QvE9tXncGfqBr7mzmF1SVpudl/8nHF7n1f8mfnEqyW9yuzZiq7EWzrOydapIOU18aZAWHHNip9lkE5XzO3fi43DnYFwsgmqaeLV8GzK8HpnAlHtFfmyruHLf08Ir0xftyqSe5mJ2lV/hUva3qJ6kZ0RQAABBBBAoLIF0uYOT9Y3rL3ZdLiI3HV/umPnaffVHjWtOLp6JhRqU01zekmkhjfmhozVsD3B1uFrKUZj8+HglV/2VAmeLZG5ygk8u0A58el/M6om89q7R1d/z1JX/GPsl2/Fq6W6xJxIxZoCHb6NlRfyfyLIU21Tq0bLd2M9sflbkuvqg+fWRWcVs/Xqvi/x+4vtt6Lxt9+3XRxajt5svzUX35v7WvxsXap+vzYzfi1p+HvDyCU1SalKEyCqRapf7KvbN0JnVsYTFNY08CUSxGLGHvsigAACCCBQOwLZV6WoCbD0abYO7/rMiw+2y+byg6i3R81UOb500heIL0wt7yTzuejN+Y3Dk+30GdHHr+zsNmPiU9Tb8OX1K769Rz+lWlFkMIHbSwmlsTMr/Rl3Z27cC16z256zIo9nZ2atru+bE3LLc5ekm30X40lf/1iiL377+aI/Z1nWBgFfy92fk+G9XIzcPu33+dztylYIIIAAAgggUNMC+7NDb726XiwmwMRclJjlippvS5hOHa20mGMLPqn7bu5K+jXxYkKy7zu0ZweLKe3dTwuxy5dEbDd660Saaxc1OdOq5iBVj2TMOzrWuPvsSlvytkg1s3h1vpjw2BcBBBBAAAEEakQglR2KK5WP4q0hNX2lvk7W2z+uxFv7z6VeEnf42fNbji+9X5Pzi6n75AKTvUVdWRbBvNvZ8/p8IoUSl63FzY59adNhy2tGYCyV+TV3ytv17PvwVENE1htca7Wviatfylv0VhbEzXkZG5d5BHg80ZkndaHQyL6JQzHlaextb8v5TrOp8XyoJ8vcYb3XaoUAmRb3O6rcV3ZlqM3Og0V/bcz2prco+ZSf3A8YKrMD1SGAAAIIIIDA0Qpke6LN5ZYG6+5D8aCWe+MT6p458SWzMesl8bCb+NrC6GjqMq7TS/LWw9BQ8GxdorQ14+6Xp834kn4eS6wdCXr3PR3G3sW6l/FH9Wrs9VTUGAye9YhJQXUfoXwcTzL4WPzto2Tw6gE0ajO7cHsv8Zyd326ftv/rpj/Sn2iT0ZyM4E3z7b3kI4E07UrkqU29SzMXYhPdiTsOrd/ajZLPGJpYN0Yu+I2Pkf5r6tKzfO7P3GAgAbI0+jiyeaC/LKul0dFI+k2lSZOp7oeuHjDkhoVtEEAAAQQQQKAKBDKzwypoUr5NEHnSd74NO4fLd3e2RwABBBBAAAEEqkmgfH8rpWLVPvMa8SdPS/XE74ptJoEhgAACCCCAAAJuBJg7dKPENggggAACCCCAQK0IMHdYKz1NOxFAAAEEEEAAATcCZIdulNgGAQQQQAABBBCoFQGyw1rpadqJAAIIIIAAAgi4ESA7dKPENggggAACCCCAQK0IkB3WSk/TTgQQQAABBBBAwI0A2aEbJbZBAAEEEEAAAQRqRYDssFZ6mnYigAACCCCAAAJuBMgO3SixDQIIIIAAAgggUCsCZIe10tO0EwEEEEAAAQQQcCNAduhGiW0QQAABBBBAAIFaESA7rJWepp0IIIAAAggggIAbAbJDN0psgwACCCCAAAII1IoA2WGt9DTtRAABBBBAAAEE3AiQHbpRYhsEEEAAAQQQQKBWBMgOa6WnaScCCCCAAAIIIOBGgOzQjRLbIIAAAggggAACtSJAdlgrPU07EUAAAQQQQAABNwJkh26U2AYBBBBAAAEEEKgVAbLDWulp2okAAggggAACCLgRIDt0o8Q2CCCAAAIIIIBArQiQHdZKT9NOBBBAAAEEEEDAjQDZoRsltkEAAQQQQAABBGpFgOywVnqadiKAAAIIIIAAAm4EyA7dKLENAggggAACCCBQKwJkh7XS07QTAQQQQAABBBBwI0B26EaJbRBAAAEEEEAAgVoRIDuslZ6mnQgggAACCCCAgBsBskM3SmyDAAIIIIAAAgjUigDZYa30NO1EAAEEEEAAAQTcCJAdulFiGwQQQAABBBBAoFYEPKdOtX74+z9O/PEP4t+CG22agRtzPUFvnRl/GxmfmNryuCnKNBvPf3Op73JdtP+ay11Esc2dw6GRlgaPJ6+6mjt7+3svBLwe09xbnbg2tOwqQtUKs3P4t9unoz9cdLOXoJh8ORjwJMo3zbf32ieeJ/+rZ5EgoaG7Z+tkpa+nWu5E9dt33V+4e3ZfQ9wG2Tm8lL+hcEjslb+hm/HANggggAACCCBQCQIlmDsUOc2NUP1y8NoX7d0tVx9sfzXSZZo52yaSvKW5S5/tPI3u5tw2tYHZ1BsaEdlkt6grOP97YOYv15ty1yXSmrneT1fGrb0m1htGXO2VSA2bepdG6mLx3LWkNWPj+7aLoi4J0vHAdWoo0sof+4yFK1/LfXOmhlZ1H+esjdX396/3Ytu5MYXhUu/vo2qv8TcNM676S2a9Qn7iltWowRnjSpcL+dzRsAUCCCCAAAIIVJhACbJD49ylwO7aZnJ6bGu3ru+bEzmbubn8oPvqg6nlnZxbpm9w/qvW2ERionFzef7R2icNn+UuwLP8QKStz60ZTfd7iY1l4jt2wXgSfhTPXUuRW5wPDTY8udV9J7rpbuZVVPf8zqA95ypyvj7v+vJ7F1F89qmxlugvz1Z0Za2l45yLvc6d8a8t2P31btvo+FPuXnZRLpsggAACCCCAQGUJlCA7/LxRXgm1v97t7HnrvYfUSpEP2Zd3xWxWh/ejm9my9GDMpkCHz+1en38zdCU+3f0wvxTWMFruvlr69eXixsp0eKDRDYVsi2/j0U8f3GycdZvP/9Rq53w5CnnxJubzNVvzuyL9/cy7MfPCRbUv3qz6eq53yuYIwxtftfp9Phe7sQkCCCCAAAIIHDOBEmSHR9JiOas312PM53HDori+LDK2X2d67NlHfeTyevTlvXujr/JqoMcTHeroSV5WHlypHwp3urgqfbK+Yff3v54bWVxZEEEu3u9V2Zv7r06fEf2bq+RSRDiz9mlo7i+LK9OTc5ca5ifseV9NdWKvmxN7gZEfpeHYme3V9cOfTnXferZEAAEEEEAAgZIJHMvsUMxdTc4NGeP5LS4R15dl0ta/0NDr6r5DMSfq8ZxWs4Bi8Ufg9pKrPG9/1/x1dc/vb8vdXZ996jVaJ8XtgNYtlRcf7/aHXOyVLFdcVg4Y7i4rW4tsQvVvuq8OdncMDl19EHOnIaoSgN1W4isu0//VEAHzhQACCCCAAAJVKFCC7DDjUrJIquK7hzivJJezjJ1ZGc9j1jC938Sddjfn9658lTv32nw4mLbgw3S5HLjAMSKu29YbsfFI4qZDcfugt959UXlcVjYMeSdAWgdtx13du5kRzHl/S3xtzX2EbIkAAggggAACx0WgBNmh8eJpxHtGrWAVs3r9vr1i7p/Tw3Xdnw7534wGJ9QSE/FIFzfzeWKzxfuBxJ12Yt6xt+Xw8lcRobwubGmIx+iIR8Csrua+Ni2v9j4xAsmc9fNzZxrieazldn9ZWUQlsnmj3pu679DYcHnvpmqUxT79nffZaBF3SR6Xw4M4EUAAAQQQqEGBEj3vUKRcY4PyaYLxt/fGE6mbXlM9RDB9m9gv3+rXf2Q8SlDt63JKr2tguO+y9ZRE8ay+J+Eh1wtN5PNfZi6IHQusayI85Hpdtsi6Eg87jC8FgxE3twNaGXnv0pgx6np7K21NPjPS3Iu4e9ikvJqf6OK91bWFoYc5nsVYg8cSTUYAAQQQQKA6BEqTHVaHBa1AAAEEEEAAAQQQKMWVZRQRQAABBBBAAAEEqkWA7LBaepJ2IIAAAggggAACpRAgOyyFImUggAACCCCAAALVIkB2WC09STsQQAABBBBAAIFSCJAdlkKRMhBAAAEEEEAAgWoRIDuslp6kHQgggAACCCCAQCkEyA5LoUgZCCCAAAIIIIBAtQiQHVZLT9IOBBBAAAEEEECgFAJkh6VQpAwEEEAAAQQQQKBaBMgOq6UnaQcCCCCAAAIIIFAKAbLDUihSBgIIIIAAAgggUC0CZIfV0pO0AwEEEEAAAQQQKIXAvuzw+uzCry8X1Xe408yrfNMMhFeGu0z2kmxo5DV42BgBBBBAAAEEKkdgX3Y4dbXni/buufje3C9LDb1XKidKIkEAAQQQQAABBBAoj0DmlWWzqTdgrE89nI8ardeb8psILE/E1IIAAggggAACCCBweAKeU6daP/z9Hyf++Afxr6im6/5Cx2r30LLH7Bz+1f+m5U5UX7e4hDr5cjDg8aRvZppv77VPPN//y/0bsFfKo1oND2/UUjICCCCAAAIIHJ7AvuxQpilz9TPByKbHY5qNN+YubQd1Sd6BhO/MijYpPNgMKzFirwRMtWoc3vClZAQQQAABBBAoucC+K8uff9MT8F6MvFoSq1J+e/XvQe/pvm9OlLxKCkQAAQQQQAABBBCoWIFUdigmC/t9e9+3XRQLU9T3qbapmM/XnOcy5IptKoEhgAACCCCAAAII5BRIXVn+8f/7bw3WnYLRHy6q+w5/u31a/Nc09yL916a29t1ZmLNcNkAAAQQQQAABBBA4jgKZq1KOYxuIGQEEEEAAAQQQQKBUAvytlFJJUg4CCCCAAAIIIFANAmSH1dCLtAEBBBBAAAEEECiVANlhqSQpBwEEEEAAAQQQqAYBssNq6EXagAACCCCAAAIIlEqA7LBUkpSDAAIIIIAAAghUgwDZYTX0Im1AAAEEEEAAAQRKJUB2WCpJykEAAQQQQAABBKpBgOywGnqRNiCAAAIIIIAAAqUSIDsslSTlIIAAAggggAAC1SBAdlgNvUgbEEAAAQQQQACBUgmQHZZKknIQQAABBBBAAIFqECA7rIZepA0IIIAAAggggECpBFLZodk5/OvLxfTvjdneZtN0WZNpBsIrw12ut1fFslc6b7VquBxCbIYAAggggAAClSCQyg49yw9Ofb0Uiy990d6tvu+ttc6F2iohSmJAAAEEEEAAAQQQKI+A45Vl02wUEcR34+WJg1oQQAABBBBAAAEEKkHAc+pU64e//+PEH/8g/jWbepdmLjR4PCoyM/723vjE863Ef7OGKy6GTr4cDCR3Sexovr3XPvF8/y/Td2evWtCohPFNDAgggAACCCCQr8CB7HDM6L46r0pp7hwO9RqPgro8z67PSvjOrGiTwoPBsdeBNLEKDfMdlGyPAAIIIIAAAkcooFuzvLn84FG8pePcEYZH1QgggAACCCCAAAJlFdBlh+JCc5/v48p2WQOiMgQQQAABBBBAAIEjFEhdWd7+rzd/u316/4XOvdWJ8NDyzhHGR9UIIIAAAggggAAC5RTYd99hOSumLgQQQAABBBBAAIEKFOBvpVRgpxASAggggAACCCBwZAJkh0dGT8UIIIAAAggggEAFCpAdVmCnEBICCCCAAAIIIHBkAmSHR0ZPxQgggAACCCCAQAUKkB1WYKcQEgIIIIAAAgggcGQCZIdHRk/FCCCAAAIIIIBABQqQHVZgpxASAggggAACCCBwZAJkh0dGT8UIIIAAAggggEAFCpAdVmCnEBICCCCAAAIIIHBkAmSHR0ZPxQgggAACCCCAQAUKkB1WYKcQEgIIIIAAAgggcGQCZIdHRk/FCCCAAAIIIIBABQpkZofNA8OLKwu/vlzcWJkOdzZen52+3mS6ids0A+GV4S7T1cZ2geyVblutGm7GD9sggAACCCCAQIUI7MsORWrY+beJ7o6eL9q7WzoGVxovXamvkDgJAwEEEEAAAQQQQKAcAqnsUExc9ft+n9ry2NU+f/ggsluOIKgDAQQQQAABBBBAoEIEPKdOtX74+z9O/PEP2//yb0tf7XbfieYVmcgpJ18OBjypnFLsbppv77VPPN//y/Ri2asWNPIaSGyMAAIIIIAAAhUiUGx2aDfDSvjOrGiTwoNtZq8DaWIVGlbIWCcMBBBAAAEEEHAjkHbf4fvdmO9MvstK3NTBNggggAACCCCAAALHRSCVHXo80ZsTRt/clebkuuPmzt5F12uWj0uDiRMBBBBAAAEEEEBAI5C6sizuPhTbiYww1HuhwSvvI4zF3z4an3ietk4FSgQQQAABBBBAAIHqFsjMDqu7tbQOAQQQQAABBBBAQC/A30phhCCAAAIIIIAAAgikBMgOGQ0IIIAAAggggAACZIeMAQQQQAABBBBAAIFsAswdMi4QQAABBBBAAAEEmDtkDCCAAAIIIIAAAggwd8gYQAABBBBAAAEEENALcGWZEYIAAggggAACCCDAlWXGAAIIIIAAAggggABXlhkDCCCAAAIIIIAAAlxZZgwggAACCCCAAAIIuBXgvkO3UmyHAAIIIIAAAgjUggDZYS30Mm1EAAEEEEAAAQTcCqSyQ7Opd3Fl4deXi/b34v3eZtN0WZJpBsIrw12ut1fFslc6b7VquBxCbIYAAggggAAClSCQyg49W/MX26ej5tvv2y5+0d4tvkd3W+fmrrhPECuhPcSAAAIIIIAAAgggUIyA7sry5sPBe/EL/eeKKZ99EUAAAQQQQAABBI6TgOfUqdYPf//HiT/+QfwrrmxOvjyz0j7x3ONRjWgemA4Z4e6HO05tsnYZDCS3V5uZ5tt7aYUc3Je90k2qVeM4HQfEigACCCCAAAJJgWKzQ1vyYGbpBpm9DqSJ+7Lz6jB00wq2QQABBBBAAIEKEcixZrmp/pPYzocKiZUwEEAAAQQQQAABBA5bQJcdNnf29nmfzbw47BgoHwEEEEAAAQQQQKBSBFJXlrf/5d+WZi40pN1BGHu9NDoa2dx/T2GlBE4cCCCAAAIIIIAAAocgsO++w0MonyIRQAABBBBAAAEEjpMAfyvlOPUWsSKAAAIIIIAAAoctQHZ42MKUjwACCCCAAAIIHCcBssPj1FvEigACCCCAAAIIHLYA2eFhC1M+AggggAACCCBwnATIDo9TbxErAggggAACCCBw2AJkh4ctTPkIIIAAAggggMBxEiA7PE69RawIIIAAAggggMBhC5AdHrYw5SOAAAIIIIAAAsdJgOzwOPUWsSKAAAIIIIAAAoctQHZ42MKUjwACCCCAAAIIHCcBssPj1FvEigACCCCAAAIIHLYA2eFhC1M+AggggAACCCBwnARS2aHZOfzry8WM743ZXpetMc1AeGW4yzRdbq82Y690rmrVyGtIsDECCCCAAAIIHK1AKjv0LD849fVSLL70RXu3+hb/jR9tdNSOAAIIIIAAAgggUF6B7FeWmwemFwcayxsJtSGAAAIIIIAAAggcvYDn1KnWD3//x4k//kH8azb1Ls1caPB4RFyxX77tfriTM0BxMXTy5WDA2sX+Ms2399onnu//5f4N2Cudqzo1cg4eNkAAAQQQQACBChQ4kB2OGd1X58XcYcgIu8kO0zJCkeKcWdEmhQfbbyWX7JWAqVaNChz3hIQAAggggAACTgLZryxvPhzMKzXEFwEEEEAAAQQQQKA6BHI80eb67PT1pvyWIVeHC61AAAEEEEAAAQRqUyB1ZXn7v9787fbpDAXT3Iv0X5va2ndbYW1K0WoEEEAAAQQQQKAWBPbdd1gLDaaNCCCAAAIIIIAAAhoB/lYKwwMBBBBAAAEEEEAgJUB2yGhAAAEEEEAAAQQQIDtkDCCAAAIIIIAAAghkE2DukHGBAAIIIIAAAgggwNwhYwABBBBAAAEEEECAuUPGAAIIIIAAAggggIBegCvLjBAEEEAAAQQQQAABriwzBhBAAAEEEEAAAQS4sswYQAABBBBAAAEEEODKMmMAAQQQQAABBBBAwK0A9x26lWI7BBBAAAEEEECgFgTIDmuhl2kjAggggAACCCDgVmBfdth1f+HXl4sZ3xv3A24KM81AeGW4yzTdbGxvw17pXNWqkdeQYGMEEEAAAQQQOFqBfdnh8zs93782oz9c/KK9W32f+uHt0cZH7QgggAACCCCAAALlFHC8snx9dvp6U34TgeWMm7oQQAABBBBAAAEEDkPAc+pU64e//+PEH/8g/hUViIvLd896xA+muRfpvza1JX/WfImLoZMvBwOefZuZ5tt77RPP9/8yvRD2qgWNwxivlIkAAggggAAChy2QJTvsWO0eWvaIuUNjPHd2aMdnJXxnVrRJ4cHGsNeBNLEKDQ97EFM+AggggAACCJRQwPHK8tTVwZwThyWMg6IQQAABBBBAAAEEKkGAJ9pUQi8QAwIIIIAAAgggUCkC+64s2zcdiujM+FLL1flKCZM4EEAAAQQQQAABBMoikHnfYVkqpRIEEEAAAQQQQACBChXgynKFdgxhIYAAAggggAACRyJAdngk7FSKAAIIIIAAAghUqADZYYV2DGEhgAACCCCAAAJHIkB2eCTsVIoAAggggAACCFSoANlhhXYMYSGAAAIIIIAAAkciQHZ4JOxUigACCCCAAAIIVKgA2WGFdgxhIYAAAggggAACRyJAdngk7FSKAAIIIIAAAghUqADZYYV2DGEhgAACCCCAAAJHIkB2eCTsVIoAAggggAACCFSoANlhhXYMYSGAAAIIIIAAAkciQHZ4JOxUigACCCCAAAIIVKhAZnbYPDC8ODv968vFjZXp8EBveGW4yzTdxG6aAfcb2wWyV7pttWq4GT9sgwACCCCAAAIVIrAvO2wemA4Zb7qvDn7R3t3SMTizYzRUSJiEgQACCCCAAAIIIFAWgVR2KCau+i/vjf70yq53c3m+u+PBc4+nLJFQCQIIIIAAAggggMDRC3hOnWr98Pd/nPjjH7b/5d+WvtrtvhPNKyiRU06+HAzszyBN8+299glNWsle6cjVqpHXQGJjBBBAAAEEEKgQgezZobjEHPmyToUY++Xb7oc7OcO1UpwzK9qk8GAh7HUgTaxCw5yDhw0QQAABBBBAoHIE9q9K8dY3W2tQNh/KWw9PtU1FzbePfvpQOeESCQIIIIAAAggggMChCqSyQ8/W/KN4a+ibE6n6TtYfat0UjgACCCCAAAIIIFBpAqkry+LuQxGceKJN6HJLg3UfoRl/e2984vkWq1IqrdeIBwEEEEAAAQQQOCyBzOzwsOqhXAQQQAABBBBAAIHjIMDfSjkOvUSMCCCAAAIIIIBAuQTIDsslTT0IIIAAAggggMBxECA7PA69RIwIIIAAAggggEC5BMgOyyVNPQgggAACCCCAwHEQIDs8Dr1EjAgggAACCCCAQLkEyA7LJU09CCCAAAIIIIDAcRAgOzwOvUSMCCCAAAIIIIBAuQTIDsslTT0IIIAAAggggMBxECA7PA69RIwIIIAAAggggEC5BMgOyyVNPQgggAACCCCAwHEQIDs8Dr1EjAgggAACCCCAQLkEyA7LJU09CCCAAAIIIIDAcRBIZYemGQivLPz6cnFjtldEfn3W+nlluMs03TTE2t3txnaB7JVuW60absYP2yCAAAIIIIBAhQikskOPJ3pzYsN8PdVydV4EN3W15/vX5urExHOPp0JiJQwEEEAAAQQQQACBwxbgyvJhC1M+AggggAACCCBwnAQ8p061fvj7P0788Q/iX7Nz+Lfbp9PDj/5wcWhZN3coLoZOvhwM7J9fNM2399p1k47slY5crRrH6TggVgQQQAABBBBICmRmh7/637TciapXu+4vdKx267NDW9JKcc6saJPCg+zsdSBNrEJDDjcEEEAAAQQQOEYCXFk+Rp1FqAgggAACCCCAwKELkB0eOjEVIIAAAggggAACx0ggdWV5+7/eVDcdmvElsWxZPNEm6JV3HOa89fAYtZZQEUAAAQQQQAABBPQC++47BAsBBBBAAAEEEECgxgW4slzjA4DmI4AAAggggAAC+wTIDhkQCCCAAAIIIIAAAikBskNGAwIIIIAAAggggADZIWMAAQQQQAABBBBAIJsAc4eMCwQQQAABBBBAAAHmDhkDCCCAAAIIIIAAAswdMgYQQAABBBBAAAEE9AJcWWaEIIAAAggggAACCHBlmTGAAAIIIIAAAgggwJVlxgACCCCAAAIIIIAAV5YZAwgggAACCCCAAAJuBbjv0K0U2yGAAAIIIIAAArUgsC87bB6Y/vXlYvr34kCjSwXTDIRXhrtM0+X2ajP2SueqVo28hgQbI4AAAggggMDRCuzLDjcfDn7R3n2qbSpqvv2+7aL4ufvhztHGR+0IIIAAAggggAAC5RTgynI5takLAQQQQAABBBCodAHPqVOtH/7+jxN//IP4VwUrrm9Ovjyz0j7x3OPJGb618WBg/5am+faednf2SoetVo2cg4cNEEAAAQQQQKACBYrNDu0m5ZVTslfWoVCthhU47gkJAQQQQAABBJwEuLLM2EAAAQQQQAABBBBICZAdMhoQQAABBBBAAAEEUgL7riyLJ9pEvqxL54n98i3LlhkvCCCAAAIIIIBA7Qhkue+wdhpPSxFAAAEEEEAAAQQyBLiyzJBAAAEEEEAAAQQQSAmQHTIaEEAAAQQQQAABBMgOGQMIIIAAAggggAAC2QSYO2RcIIAAAggggAACCDB3yBhAAAEEEEAAAQQQYO6QMYAAAggggAACCCCgF+DKMiMEAQQQQAABBBBAgCvLjAEEEEAAAQQQQAABriwzBhBAAAEEEEAAAQS4sswYQAABBBBAAAEEEHArwH2HbqXYDgEEEEAAAQQQqAUBssNa6GXaiAACCCCAAAIIuBXIkh1en1349eWi/b2xMn29ycxZnmkGwivDXWbuLdOLYq9a0Mg5eNgAAQQQQAABBCpHIEt2OHW154v27lNtU1Hz7fdtF1s6Bqe2PJUTMZEggAACCCCAAAIIHJ4AV5YPz5aSEUAAAQQQQACB4yfgOXWq9cPf/3Hij38Q/2Zc5Zx8eWalfeK5RzdxKC4NT74cDOzfxjTf3tPuyF4HqKvQ8PgdDUSMAAIIIIAAAoaRyg63/9cnky8v2emglcDlzg5tw3y3VzuyVwEZeca4rXxDDjQEEEAAAQQQOEYC6VeWvccobkJFAAEEEEAAAQQQOAyB9OwwHttt6Qu1NVvrjs9/0+Pf/X3rMOqkTAQQQAABBBBAAIFKFdh336FpNp4PDd09WyeiNeNv741PPGe1cqX2HHEhgAACCCCAAAKHIeC4KuUwKqNMBBBAAAEEEEAAgQoX4Ik2Fd5BhIcAAggggAACCJRVgOywrNxUhgACCCCAAAIIVLgA2WGFdxDhIYAAAggggAACZRUgOywrN5UhgAACCCCAAAIVLsCqlArvoJoL79eXi5o2i78AXnMiNBgBBBBAAIHyCpAdlteb2nIJiOzQKQXUvJSrVF5HAAEEEEAAAbcCXFl2K8V2CCCAAAIIIIBALQiQHdZCL9NGBBBAAAEEEEDArQDZoVsptkMAAQQQQAABBGpBgOywFnqZNiKAAAIIIIAAAm4FyA7dSrEdAggggAACCCBQCwJus0OzqXdxZUEsGt1YGe4yzVqgoY3lETA7h8W4CncyqMrjTS0IIIAAAgjkENiXHXbdl/mf/b0xO3y9KfGe7dma7+7oOdU2tVp1pM0D04sDjVXXrKNvkEr79o+o3ub9Hy3Ep46lkbpYnNTw6PuLCBBAAAEEEFAC+7LD53d6vn9tRn+4KB44J7/H3zSMjTBTyFgpTMCz/ODU10ux+FJiOLV331trnQu12aWZZuONsQvGk/CjeGE1sBcCCCCAAAIIlF5Ad2XZsxVdibd0nMtRq2kGwrOJSceNlelw2jycmBkKz06r2SM5E9mZmqITmUHX/eRLYq/7qQk8TYGaUJz2UjNYsvZkdYv3A6ocdbk88mVdw5f/nghyZdqeLtWEIaYbExfZmxJtF+V3JedZnYLUaGjb1ZiKfKDxukUtrsOqGNSsp33d374+q+sUnbxjp6gI1exyYVOtosdFCfHdVCb4+TdDV+LT3Q93Sj+uKREBBBBAAAEEChXQZYdmU6DDt7HyIkfZN0JnVsatucb27paOwZmdS6kE8f3azPi15Ezk7w0jl1Izkecufeddv/K1mqcMr6RVoivQORanvdQMVry+rmE3LOo69fW3Ue+gyqLU5fIrv+zFfvnWjn9qy6Mq0YSx+XDQusje8t1YT2z+lmz41QfPkzs6xqjR0LRrbqhhVUYuvkd3LgXqP859fXFo2SNiEJGr/VRDxLyvXYzO0Fne0LxU6Agz6i+ozPu3V//+nW/v0d8+qJJE1j53ee/e6KuCC2ZHBBBAAAEEEDgMgcy/pCcmh+6eTaRHZvztvfGJ9KRHzEhNvjyz0j7x3JPYRsQkpt8a0v4r3/jjSy1X5+UPTb2TYxcC3mSB5tt7yX3lVcXQUPBsndzM3IuvrY+ORjatcjQFagj0YSyNGd1WSOJLtLFjtVskWOq/YhIuZIQPzmDpw8hKoe8hjYbTjvK2vLTIxWbXZ6eN8Wsqhc2IPL1dOg1neU2nFDb4MuJv7hwO9RqPgnL8iODFrG16seKWBtEp/CW9wqjZCwEEEEAAgVIJZJk7tO87dDUfJgLZfXalLXmroppBTOZhkzOtampNTtrtX9Hi8exM3RlULwX7w4+MtDvSnAvUNbuwvTQllrpAjUapujNVjnPwGnldp5QixM3lB4+S9yqIuU/7fkR1t6udr5eiKspAAAEEEEAAgQIF3D7RRlP8o3hrKNRmr0UV80Mbs71q+wZjb3tbXkk0mxrPh3r8aaWIia7FgYDa6917kWKm7kjTFFhYGLlt6r0ySHFD3sC0eGSPiqqwMDR1aTSc9hKXjKNGazh5v6aYb7tSn9r23c6e1+cT0VqRD/f5Ui9pgtfIa15SRRdz36E1DHr7fB9XtnN3CFsggAACCCCAwFEJ7LuyvP+ycuLqsIpMLIYIJi8Qq9/Yl49l0iBSk8st6vpy7PWSfY24eWA4ZP1eXDtenVg3Ri74jY+RfnlhVF4GNTYafPZeU6Ojr9SVZU2BeqasYYj72367fVoFHAxGmkKL6tK5uNdQXU2W14jnBtXlbxn848hm8g5Cp3ZlaJhpV8w1EWo0NHulX+0VMUd9Q/aVZfnS3I+qX2Kvp6LGYPCsx26XU/AaeX2nyH6xbjywq9B3hy1vb2YNg/DQsmRPjCJx6Xzmgho5XFnWe/IqAggggAAC5RHIvO+wPLVSS8EC6fcdFlxIJe/IfYeV3DvEhgACCCBQCwIluLJcC0wV0sbmzt5A/d62uBDPFwIIIIAAAgggcDgCZIeH41rSUtUzDsX3XO+n0f59C8ZLWg+FIYAAAggggAAC+/9WCh6VKTB1tSfxOMarD+zHMVZmqESFAAIIIIAAAsddgLnD496DxI8AAggggAACCJRSgFUppdSkrOIFxAV0TSFiDrX4KigBAQQQQAABBDQCZIcMDwQQQAABBBBAAIGUAFeWGQ0IIIAAAggggAACZIeMAQQQQAABBBBAAIFsAswdMi4QQAABBBBAAAEEmDtkDCCAAAIIIIAAAggwd8gYQAABBBBAAAEEENALcGWZEYIAAggggAACCCDAlWXGAAIIIIAAAggggABXlhkDCCCAAAIIIIAAAlxZZgwggAACCCCAAAIIuBXw/N//9//v//yf//Of/tM//8d//G+x0z/90z+Z1ld6AR6PR/1X/F79LP4VP4sdxQ/qN1Yh/0n8q7ZRJahX00tTP6ta0jewS07fWGymqlBbip/To0oPxg5A/ZC+sfhZlPMf//Ef6pfiZ/tVFYb6ZXoD7RZlNFz995/+STTzP5SGTZHeTFHa//7f/9suU72k9lU/qADswu2YbVUhaQdpG6o4bXPbWf0yHTO9X1Q5YmO74emRqC3Vq6o5doR2kHYzFVF65GovsaXiVeUIH3ssid+rUaE6Xf03fSDZfZremxk46b1va4gRa3VdYgTaDVEx2KMxvZtsIpvLLpnxz/hn/NtnZs7/GSc6+6zI+Z/zf+3kP//pP//n/yzesMUbrWqzOirUW4V6I7ffQVW6Y7+q3qfTUx87Q1KJiDrX2JR2mRkvqQLtt3O1izoa0weife62MxK1wT//s8gSErmszGqT2aeKTcWgylE7qn/tHOWf//n/ErXZeYO9i7273Uy7IcLKbnV6A+0sMyOM9PddFZ5qsp0PZSR86ap2j8ic6z/9s53d2sHYOah6VRWrSrZjs3s2PQNTJad/qd+oZC79Vbs3VZapXrJ9xG/s7a2BJP4rM0UViUoW1eiy8VUhdk/ZpdnpY3pifXAIiX1VMmf3u8pNM8aV3WoVVXo5duvUEDrm4///Yvxb45bxv++Uy/jn/G+PAfuEnHH25vzP+V+T//z/AaxWsSrQjVrUAAAAAElFTkSuQmCC)

Output updates accordingly:  
 ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAPgAAAElCAIAAABGZLgZAAAAAXNSR0IArs4c6QAAGXZJREFUeF7tnc9vE1m2x8tPT/O2s5lN54cDUhBsJ53OQyaG9CZsgpQfI2jZodkQ2OCAQUpaxrQ6weog8ZyO2XTSm5DYgtYkRoJNZ9MGJxYKoddERKJjm7CY+Q9mU+9Ule1UknLVrXJVUsX9WlErdO6Pcz7n66pzr31P+To6uoTq689//+fY3/5C/639H/wCAp8Hgf/6PNyAFyCgTwBCh0K4IAChcxFmOAmhQwNcEIDQuQgznPQ5tOty8loqcekLv89XXMvGYulNn4+d9cne0Eiov7uU6rybZ+9FLcX24M340HBrE/1udl6p77dDw2es9FWMFMW2m4sPwy0bE+emXjD723d/6fszu3DEUnZ42Bwusnw6PhRUvH4yMzhrDG3fpLLxb9jNljxNRKusZmKxV6bi23c/9X0DnE1JotbYkSu6pHIhOdgz9OW5wVi5K3H9GKNxYntoeSHV21aey2wwdqk1I/rTc5FgYYkm7Th7e17oWlwMnxRFlnEkrcwN+VeT1b791Jel45425y+GhU8l092E/I8DNK/y03k5Y0o0Yu9YNj5UzEiW0w+LyhUDi09u1ybtODuzasbsm4tRhZUc3yH2+NIkpI17revhq5LLscflkcRZMzNbb2u/0ElwI5d25n/+UzHq3c/JfOBiH5vgfFuZwcuRmdn8Owsenb/YXUgpkfb5tl/cjaSF/pHzTAP5tvLRnkh0ZVvp+zx2Z7Wla7Sd6U1Su5xPj3euFtaZ5rOpkSgGp0PC/PCNGdly9teLu0ODs6ou5093F14z3oXoYhQU1hVWcnyXipcusl5QxLbegJCeTG9uSTexza38XPm0Kc7sPu5rab/QhRMBv4oa6eZDqbOHTXCW3ZAEuvLAbKrTyHT7+p66Hu0uP7v1u41DGg916vqQkDGRJtUb8UJ35+rqK+P5bGjR6m/Z+fBePVBT8GvWG34j8zsg9OPNrY1YZFNfuqeHhWdzv1kZ7gKptrA0I191WF50ZR25JF2oWBofbBP8Lvv25TL9bCyMmbq80dWx+OHY6P2U1DeXSl5rs2AA3YF7Ap+KH1i70l13vqS63Z0/LUz9ypxulYrlpuMn9szV2nIYenFA6KzEHGxHt9dsSJigWyTzolCxZnRhiURzL7A+HDNxhbuQiJh6Y6g9pyyilit/OfnaH3/EqHUSKI0TjEeDwlL4LKW8yVzLxWSviXSrYgalfOV19nc19Xr+eInsXM4t0YIqG/o491slTTWMKN3eVwpCOB4+2S6K7W30FqUdC8NetjT4DIUuqTzeNT859YL5klxDOXN5iBayE4WuhImFbOhK4FP6sYk3Rr3I0VJhriAw38opDfiiVVhXNj3kpcVrodv02u5UW1OpUGAXk7Toj5/ODd+gzQZaUA1kmhfNLCg3ZyMTpa70L9k/fvk/eovGpkzvOrCbqm7pgNA/fCy1tlizpvFe8i5E8/zkDQsqV2aXFrKzkflSP+tmwvFmv69p+Bcp/fjjlwG/76t7L8cZF9+N+Stt8JBGd+9aJ1r85slT/pP/nfWSLBlMazDh4+7K9bfXq4HTpvylfYLKHhFtH9PbrGxhp8o0OQeE/r5QFJprnssp4EbOUq5s1puTpHJpF8LKtdzsXLX2tAje3ae7mi2a2ZA+OGl7C+utnN6Qc08/7U9wS2VTjihbKCt7VocMA6hm8fnyRXNz7o4vrW0Cuxt0DBNbb2K/0CkAtzJCT3XvnLYj/E9/Zdy6su6HvEGbCH2MkcqreTl9LMKYs1JfWgj2tbcpBvTRXm9go7ZD2ohV+n0bnJe29lYDkWSvZLb8sVFX0eTmyamvu1pLZXMrmfeFfOtQbSFBF5dgiXVrUrazAlkyeNGeXSOWADn1yajq06+ZQeYPOKX0eq6fPk9Vm06fp0RXjDdADn7aR4Mw9qWW9HFsItTvb5UmEktvJsyn+LSQHVa6m7moKx8DB+WOxVJ2fjJtKumS9R2h7qK4s/o0GVXvjjPEn6D1rA6y4FUPRlfim4u1T6BNfDKqfHisUJI+un5c2VBnsLTRJk4JvVG70B8EbCVgf+piq3kYDATsIQCh28MRo7icAITu8gDBPHsIQOj2cMQoLicAobs8QDDPHgIQuj0cMYrLCUDoLg8QzLOHAIRuD0eM4nICELrLAwTz7CEAodvDEaO4nACE7vIAwTx7CEDo9nDEKC4nAKG7PEAwzx4C2kJXjk5WTuzmxhiLGeyziL5svWzpuC6Ng77s4eWNFTsZdUttodPRSTo188OaKK7NTBQ6GaujWLMAvUDgEAjUTV3kI3AClft4vrrRbf7I7SGYjilAgJ1A/RydqiAIG1JdFPOnX9mnR0sQOBwCdU8Y0SGre0KlzCf9fqV8Z08RszrWSUXSXkaCB6qpsJwuQ18FKlg5IX1toctnN7vyIzeUujZUQ+Jt6CPVvzRlQaXUqMlTjMoU6MuOmjdW7GSMF6N0OLxWq0QqV/LdV4LJopvWrEEvEHCIgHaO3hv4Ql1WmHZghp+yV5ByyFQMCwLWCWgIXSpq0/JpX/Wmd7+vC4GAtQ1169ahJwjYREAjR//nP59UVkVrM0oh5lrJFJZ1kk2GYRgQsJMA6rrYSRNjuZYAvuvi2tDAMDsJQOh20sRYriUAobs2NDDMTgIQup00MZZrCUDorg0NDLOTAIRuJ02M5VoCELprQwPD7CQAodtJE2O5lgCE7trQwDA7CUDodtLEWK4lAKG7NjQwzE4CELqdNDGWawlA6K4NDQyzk4CG0OloVq2oS7W0S0p5mKWpFw/1RugLzAoipYINHXtN5qT/s5EbM/UwZR5YqcXTiL+mRFhrrCF0elp7Bz0BuZStPRB5eGrdP/6Q8eG01uzwaK8Xd4fCT3bEUlY5OU6PUb41tYFv7bswmkypy+ZKZr4g+NuOudCBIzfp3c/JtNBfuaLTofLxpvTI7tOrj9w8GKAQYBI6Pd34SmD/4ToQVAjQI+F/Gk4VL9Edr+1mvF94mlRKJ+DlKgI65S72PKqczkqjrotO5JSHu7cWKpVwWGKMOjYKpcPJ9OoLPS4MVgu5iO10rXoYLpmIIjnAVb0Rcjb9TZPlmHHFqkFtsFxEDrZhSl18W3R3vrMaGBptF61N83n3ost54pKweHWACrLeS5z9vJ31qHdMQld8K5Y96qOzZksZyFx/cUqqavY8difdGrFcLNtZQ/kenVXoF65Hw8L6ynu+aWl5fyER6S6koivSAlS1MMWtz11S0cjR/2fgIaWb+8wUS28mJqdeYD9hL5fdijelLNWmVK8v8z8OKOrHyw0EUNfFDVGADY4TYE1dHDcEE4CAkwQgdCfpYmzXEIDQXRMKGOIkAQjdSboY2zUEIHTXhAKGOEkAQneSLsZ2DQEI3TWhgCFOEoDQnaSLsV1DAEJ3TShgiJMEIHQn6WJs1xCA0F0TChjiJAEI3Um6GNs1BCB014QChjhJoK7QxfZgcqFS4GVjYayP/olaJbqRaKRWCfo6KXJpbG2hS0d946dzmWSltMvkr8fjkW6nbcH4IOAYAW2hX/i2K0/HLFa2lXnlM6OpVceMwMAg4DQBDaHTMZmewM6HvafmqAZVtOfBCx+OzDgdEYzvCAGNE0Yf/vqPrKrWhalpUatEwcVS9wKs2FmZEqFmY5uFrp4DtUrYwwNW7KystdTK0d+Xiy3NporBWpsbvUDg0AhoCJ3S8Vyhqef8odmAiUDAcQLauy7PY0tC6FGtJrootvVdG1um3XQR5UocDwkmcIJA3XIXJO4Liej3ZyoFXoprM7HYq03sujgRBIzpPAHUdXGeMWZwAQF818UFQYAJzhOA0J1njBlcQABCd0EQYILzBCB05xljBhcQgNBdEASY4DwBCN15xpjBBQQgdBcEASY4TwBCd54xZnABAQjdBUGACc4TgNCdZ4wZXEAAQndBEGCC8wQgdOcZYwYXEIDQXRAEmOA8Ae3D0cnc0tuXy7WfjVyq9t10dpNQqwSs6hFoRBvsVNUttU8YRXuGFks79MzvSl2Xc8li6GGyF6curEFGr6MnwJS6KA9EFsbHT+KE0dGHDBZYIcAkdBpYPkjaOYKDpFYgo8/RE6h7wmh0ISVM3phRPROdHgd+pXxncHZbx2rUKlHgoK7LQZE0oo3G3yg2C11tEGqVsIcHrNhZWWvJmroooxe3/7Q2DXqBwNESYBW6XJBxI/fb0VqL2UHAIgEmoYvtbTcXh4SpKRQZtYgZ3Y6agFbtxX/97/TLSFBVwkUs7aQzyZlqFemjthnzg4BpAqjrYhoZOniRAFPq4kXHYDMIqAlA6NADFwQgdC7CDCchdGiACwIQOhdhhpMQOjTABQEInYsww0kIHRrgggCEzkWY4SSEDg1wQQBC5yLMcBJChwa4IAChcxFmOKlV16V3TF3Upfa72XIXjdTuQF92afLGip2MwZe6fCsPOn58I5ay1aIug/TLD2so6mKNMHq5ggBSF1eEAUY4TcBA6GJ7aHkhREa8uDsUXfE5bQ3GBwGHCGifMBJ7x/747itlSsphOi9nGKdvpHYH+laAi28mzhkcz+WNFaP8dJrVFfrb0EfSN13Rs3FhkFno6plQq4Q9PGDFzspaS4PUxbeVUVRO1/gNOYfBCwS8SACLUS9GDTabJgChm0aGDl4koFXX5e+3aitRtUumVqVeZAGbP2MCqOvyGQcXru0SQOoCNXBBAELnIsxwEkKHBrggAKFzEWY4CaFDA1wQgNC5CDOchNChAS4IQOhchBlOQujQABcEIHQuwgwnIXRogAsCEDoXYYaTEDo0wAUBbaHTyS7N0i4b94PsVHirNwJ/D0cb7LOoW2oLfXM2En6yI67NqEu7ULEXa3OgFwgcOQGkLkceAhhwGASMhS4di5YzFqrg1Xk3fxhGYQ4QsJtA3RNGlHGmv2lSpqMchlHivNUbgb8VhThci6Zx2esJfbFlifRNV/S33a8Zha42CLVK2MMDVuysrLU0Tl2QsVgji16uImAsdFeZC2NAwBoBCN0aN/TyGAHtHF29EiWHik9uD85ue8wzmAsCKgKo6wI5cEEAqQsXYYaTEDo0wAUBCJ2LMMNJCB0a4IIAhM5FmOEkhA4NcEEAQucizHASQocGuCAAoXMRZjgJoUMDXBCA0LkIM5yE0KEBLghA6FyEGU7WFbrYHkwupJYXlqjAy8bC2GhvaNnkk6NR54RdXmDFzspaS22hi+2hbHyoOHlj8PKQVNpl+NcVobnV2gzoBQIuIKAt9Avf9hczN2a2fIqFPt/2JtW6uJxxgcEwAQSsENAQOpVw6Als5H6zMhz6gIA7CWg9Iv2v/8jGhUFL12/UOVHCLDpc54Q3zo2/eQyEvg+oqcOjqFXCHh6wYmdlraVWjv6+XGxp7hNFOTvPR3uk9WjH1WyxlMURaWuU0evICWgIncRdLHf2nD9y22AACNhGQHvX5afJZ/7QeF+7dFFXXqeOY3vRNugY6PAJ1C13QR8YTccjwdbKDmNxLRt7nN6sbjgevqGYEQQaIYC6Lo3QQ1/PEMB3XTwTKhjaCAEIvRF66OsZAhC6Z0IFQxshAKE3Qg99PUMAQvdMqGBoIwQg9Ebooa9nCEDongkVDG2EAITeCD309QwBCN0zoYKhjRCA0Buhh76eIQCheyZUMLQRAhB6I/TQ1zMEIHTPhAqGNkJA+3B0MieXc8mlRttFKn2xXPnnmHLsiPGFWiWMoKgZWLGzstZS+4TRrXOpvHS8V6p44dvKDFT+OfXCV/l6urXJ0AsEjooAUpejIo95D5UAhH6ouDHZURHQPmF0sGwIS6ES8oG3eiPwVxEuizwaYdX420NH6Kdz5ypJuWzi7j8ZZ0WtEkZQymI0ISStVRPhrS87VXXLOqnLiRa/tfHQCwRcSQA5uivDAqPsJgCh200U47mSgFbtxb/f+uO7r+QVxk565MZPQjg71++Xd9DzPw5EV7CV7spIwihdAqjrAoFwQQCpCxdhhpMQOjTABQEInYsww0kIHRrgggCEzkWY4SSEDg1wQQBC5yLMcBJChwa4IAChcxFmOAmhQwNcEIDQuQgznITQoQEuCEDoXIQZTmoLXewdo7ou+36SvSaKuhBZ1CphlxdYsbOy1lJb6L6VB/RYdPoJP9kpPrmt/I5voltDjF5uIIDUxQ1RgA2OE4DQHUeMCdxAwOCEkdlSCo3U7kBfRRBO10jxIufG3yo2C11tkNk3Cfqirkvjgq43AlIX59hiZBcRgNBdFAyY4hwBCN05thjZRQTq1F7sHVNKu6hfKOriorjBFJMEUNfFJDA09yYBpC7ejBusNkkAQjcJDM29SQBC92bcYLVJAhC6SWBo7k0CELo34warTRKA0E0CQ3NvEoDQvRk3WG2SAIRuEhiae5MAhO7NuMFqkwQgdJPA0NybBCB0b8YNVpskAKGbBIbm3iQAoXszbrDaJAE9oR+s7rKRG+sTWau7oFYJeyzAip2VtZZ6Qq9Vd+m4mi2WslTapbPnwQv5gaN4gYC3CCB18Va8YK1FAhC6RXDo5i0CTCeMxPZQNi4MXs4Y+ubFmiGwWQmrm+vJGArPsIG20PvuL/Ws7hZbZBe6ej7UdTGkX2sAVuysrLVE6mKNG3p5jACb0I83t3rML5gLAnsIaAv9+eqGf/xRsrdNSt3ag9PjnauZNMiBgHcJ1F2MUl4+He8PtvpEcWf1aTI6u+1dJ2E5CDDtugATCHidAFuO7nUvYT/3BCB07iXABwAInY84c+8lhM69BPgAAKHzEWfuvcSuC/cS8AIAeuStvpn0HXL9BhC6F+LMvY0kdB0p6/9VgYfUhXsR8QEAQucjztx7CaFzLwE+AEDofMSZey8hdO4lwAcAK0Kns2fJ3BItdeln+VobH6DgpbcJaAudTnYpOq79LN8PnaxWdPH58tGeIdruCT/Z8bb3zNbTl5aXF0LMzdHQdQS0hb45G+n48Y24NkNqVn5i5ebEYth15sMgEGAjUP/gRe/Y2+7XnXfztXFGF1LC5I2Zrd0CRvWO9PbdT31/pknpWFzLxh6nN6u9pPNK8SF/yxd+n3KkY2nu51ebqqJItQMfct+ZvBDxq45p64xs6G+9vlSQjJ4eLFKFpkxzdrxTMqz0ZmJy6oVss2aNgH0H5vX8rT6amB5HPCeEE6F+f6uv+OT2IMNBFkNW+i6f7B1LVN1JT04J8eVheeqB7YuKv51yWQcKYvqbJopFemQ3uPqc9WOk/1cJae8YcW4VPqln1Pfl8D4wEkXWXJzAXRGWwmcHKreCVSERH98tZPe+NDd5Y1DOfDp7IrmWyGLibM1JmmV6rkvI3FH6Djwu+VWHVQ1G1kWl05cKklEpspLQlQ0J8yPSvMOFpntz40qqpuRptVplimHqimX6VinVzn5YE/2hR4luITY82HH2dj4QHW1nqOyny8pA5ddSi6GPMdmdLyd/FeKPgsKnxasD9Aar+lsZgO7e1CZd3h1P3yP9GOn/1fBi5FwD1sXoqesXw6Ul9eVc0ybycySwE4vtXqQ3VzIDGeHK9WNKe59vu3Z1p38+f/ys1NqiGkrSdfHDn5XGW9vRy0PRFeXKajCyDiOmvi1CvnoVf/dzMl1u6j1hjJ1pZGWYQnLwbobuXURg5nLEkCQDq7rmSVZd2pkYrtxIfVvbP02uC2rM9T1j8KhujORR9f8qa2DlAV3p6DLHAsE4Bmwt/lunme/M6NuXo0oDyiKGY69IpwbDngj4WzrTr7L7molrrwVhW9HrzUR0uJrYiCVazq7XGtPl89aIMB1ffiufVS2Vd+ar4hOMRtYzjKVveb3GnbTIRk9gt6q4Te9eI3p7Z9VnZeBv+aO6SqZvK5MvdzE5ZcRKL0byDbBuBJmmd6qRntBpMarO0Y1VrhhZfhama4nWW0KK3OLDYCkVPlu55Iu9IUoY1C/fVj56ubIwkJPUR7QwUNJlnZGN8dS3yrivfgtnRmZh1ajl9fobeaQXI9K6TgSdsth4XNbUxXgkpcX7Ql7oqnvTPxEICs8G7+Z33wYf9AYmZLnSF1e+ltMe/ZH17Wuk71GNbJLVHjPfF4otzeoC37RADNZPXWjB7a/91SSrPTE6wEr/r6yisqOdzUKnm/5PmZ3w3KNRuSYMvejK1HcttXE/KIu1XGzpUv4k//+x7Fy/ujQSLYM27of6qgs1uqL3BD7lf5dSdoORdVk00nd3YLJcNkxsb6NNCSoVT6tVe0bWNN6IlY7HZNXc06Yri2FlPS3fGLsE1XKzEgjZnZN0U30Z6a4OZ+iRToyk0epHsGYw7bos55Y2cimmFbkdKpf009Gxm7r9+e//HPvbX+i/ypZTbYp922FUmfH7M/vTTXWeo95goix8tbAUna1mI/LWEm3h0eDyzqOQkLS+MXFuinJKeb9yKd8yFAzI+4+lnXQmObOyvcuoWm1Git/ekQ2B1LNK2V6U33tvyIznwtnpl5GgbCHtCSpLYVkQ1d06WjwUlmKPX6n2TCs1cA5adZBVbV/P2GBdVobdD2wvSklgbR1y8tpY4lJlL7W2+VjzVyeC+jEyjKCE6Ci2F3HwwlAwn0mDgx+DeMixw9tH9xAUmHqQAF3dw8L6ynt+2dico/ML0n2eqx9BtRgSJia1t8LcZ7gjFiF1cQQrBrWXAFIXe3litM+WAFKXzza0cExNAKkL9OABAqjr4oEgwUQ3EEDq4oYowAbHCUDojiPGBG4gAKG7IQqwwXECELrjiDGBGwj8P+pIzyL+eZn1AAAAAElFTkSuQmCC)

Invalid input yields error prompts to the user:
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Destroying a ship outputs which ship the player sank:
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**Variables:**

|  |  |  |  |
| --- | --- | --- | --- |
| **Type** | **Variable Name** | **Description** | **Location** |
| class Game | board | Holds game board values and properties | init(), shipGen(), run(), print(), update(), bordGen() |
|  | letters | Holds string of letters for output on the Y axis | print() |
|  | hp | Holds total hit points possible | play() |
| class  Ship | name | Holds the ship name/type | update() |
|  | length | Holds the length/size of the ship | update(),shipGen() |
|  | orient | Holds the ship orientation | shipGen() |
|  | hp | Holds the amount of hit points the ship can take | update(),shipGen() |
|  | coords | Holds X & Y Spawnpoint coordinates for the ship | update(),shipGen() |
|  | place | Holds the placement coordinates in a one dimensional array for easy access | update(),shipGen() |
| Integer | size | Holds the game board size | bordGen(), print() |
|  | sizeTemp | Stores size of overlap, if there happens to be any during generation | shipGen() |
|  | xVal | Stores random x value for generation | shipGen() |
|  | yVal | Stores random y value for generation | shipGen() |
|  | count | Used to undo ship placement in case of overlap | shipGen() |
|  | moves | Counts the number of moves taken by the user | run() |
| Char | guess | Pointer to hold the user's guess for the enemy ship position | run() |
|  | temp | C-string of processed user input | Input() |
| bool | gen | Ensures proper ship generation | shipGen() |
|  | valid | Ensure proper input validation | Input(), endGame(), |
| string |  |  |  |
|  | str | Holds raw user input prior to validation and processing | Input() |
|  | name | Holds user’s initials for highscore file | endGame() |
| fstream | file | Variable used for file I/O | endGame() |

**Concepts:**

Most of the concepts included in this project involved the topics covered in class nearing the end of the semester. Using the Project2CheckOffSheet file provided, I tried to include as many of the topics in this new version of Battleship. Unfortunately, there were some topics I was unable to include due to the fact that I was either unsure of how to incorporate them into the project; or, I simply wasn’t familiar with them. That being said, I think making this project really helped in allowing me to employ all the material I’ve learned from this class, this semester; and, I look forward to the challenges that lay before me as I make my way through Computer Science.

**UML:**

*See included html file within Project\_2 Folder*

**References:**

1. Cplusplus the online resource
2. IBM Knowledge Center
3. Gaddis 9th Edition
4. CIS-5 Project 2 (For algorithm/order ideas – no code was borrowed)

**CheckOffSheet:**

**Cross Reference for Project 2**

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **Chapter** | **Section** | **Topic** | **Where Line #''s** | **Pts** | **Notes** |
| 13 |  | Classes |  |  |  |
|  | 1 to 3 | Instance of a Class | main() line 24 | 4 |  |
|  | 4 | Private Data Members | Game.h lines 56-59 | 4 | Never Public |
|  | 5 | Specification vs. Implementation | Game.h vs Game.cpp | 4 | .h vs. .cpp files Always split |
|  | 6 | Inline | Battleship.h line 20 | 4 |  |
|  | 7, 8, 10 | Constructors | Battleship.h lines 4-16 | 4 | Overloading |
|  | 9 | Destructors | Game.cpp line 23 | 4 |  |
|  | 12 | Arrays of Objects | n/a | 4 |  |
|  | 16 | UML | in attached html file | 4 |  |
|  |  |  |  |  |  |
| 14 |  | More about Classes |  |  |  |
|  | 1 | Static | Game.h line 56 | 5 |  |
|  | 2 | Friends | Battleship.h line 14 | 2 |  |
|  | 4 | Copy Constructors | Battleship.cpp lines 18-24 | 5 |  |
|  | 5 | Operator Overloading | Battleship.h, Cruiser.h, Destroyer.h line 20 | 8 | Overload 3 operators |
|  | 7 | Aggregation | Game.h lines 62-66 | 6 |  |
|  |  |  |  |  |  |
| 15 |  | Inheritance |  |  |  |
|  | 1 | Protected members | Ship.h lines 22-33 | 6 |  |
|  | 2 to 5 | Base Class to Derived | Battleship.h line 12 | 6 |  |
|  | 6 | Polymorphic associations | n/a | 6 |  |
|  | 7 | Abstract Classes | Ship.h lines 7-34 | 6 |  |
|  |  |  |  |  |  |
| 16 |  | Advanced Classes |  |  |  |
|  | 1 | Exceptions | n/a | 6 |  |
|  | 2 to 4 | Templates | n/a | 6 |  |
|  | 5 | STL | n/a | 6 |  |
|  |  |  |  |  |  |
|  |  | Sum |  | 100 |  |
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**Program:**

/\*

\* File: main.cpp

\* Author: Jorge Rubi

\* Purpose: Project 2 - Battleship Revamped x 2

\*/

//System Libraries Here

#include <iostream>

#include "Game.h"

using namespace std;

//User Libraries Here

//Global Constants Only, No Global Variables

//Like PI, e, Gravity, or conversions

//Function Prototypes Here

//Program Execution Begins Here

int main(int argc, char\*\* argv) {

//Seed random number

srand(static\_cast<unsigned int>(time(0)));

Game game;

game.play();

//Exit

return 0;

}

/\*

\* File: Game.cpp

\* Author: Cokes PC

\*

\* Created on July 26, 2018, 7:55 PM

\*/

#include <iostream>

#include <cctype>

#include <fstream>

using namespace std;

#include "Game.h"

string Game::letters = "ABCDEFGHIJ";

Game::Game() {

}

Game::Game(const Game& orig) {

}

Game::~Game() {

}

void Game::play(){

//Store the number of moves made in order to win

int moves = 0;

//Store the user's guess to pass it to the update function

char \*guess;

intro();

init(); //Generate the board and ships

do{

print(); //Print the playing board

guess = input("a guess"); //Get user input

update(guess);

moves++;

}while(hp > 0);

//Output the board in it's final (winning) state.

print();

//Record the player's score and then end the game

endGame(moves);

}

void Game::intro(){

cout << "Welcome to battleship!" << endl <<endl;

cout << "To play, you will need to enter the coordinate positions of where\n"

"you suspect an enemy ship to reside. \n"

"You can do so by following a LetterNumber order.\n\n"

"That is, you must enter a letter followed by a number such that \n"

"it reflects the following: B4 or b4 or any other combination \n"

"of the numbers and letters displayed on the playing board.\n\n"

"Note: \nAny unexplored locations will be marked with a + sign. \n"

"If you guess the location of a ship it will be marked with an X.\n"

"If you guess an empty location, however, it will count as a miss and will be marked with an \*.\n\n\n"

"Y O U R M I S S I O N : \n\n"

"Locate and destroy all enemy battleships. \n"

"There are a total of 5 ships; their names are: \n\n"

"Aircraft Carrier\n"

"Battleship\n"

"Cruiser\n"

"Submarine\n"

"Destroyer\n\n"

"Try to sink all the enemy battleships in as few moves as possible!\n"

"Good luck, Private." << endl << endl;

}

void Game::init(){

//Generate the playing board once

bordGen();

//Generate enemy battleship positions on the playing board once

shipGen();

}

void Game::bordGen(){

//Loop initializes character array spaces to '+' as a placeholder

for(int i = 0; i < 10; i++){

for(int j = 0; j < 10; j++){

board[i][j] = '+';

}

}

}

void Game::shipGen(){

//////////////////////////////////////////////////

// ///\*\*\*Extreme redundancy function\*\*\*/// //

// Due to abstract data type inheritance //

//////////////////////////////////////////////////

//Boolean to determine generation success

bool gen = true;

//Temporary variables for ship placement

int sizeTemp, xVal, yVal, count, length, \*coords;

//Generate Aircraft Carrier ship1

do{

//Get the spawn coords with every loop in case they are modified or reset

ship1.setCoords();

coords = ship1.getCoords();

length = ship1.getLength();

//Reset temporary variables for each ship loop

sizeTemp = 0, xVal = 0, yVal = 0, count = 0;

//Attempt horizontal generation

if(ship1.getOrient() == 0 ){

//Edge collision detection through sufficient space checking

sizeTemp = 10 - coords[1] - length;

//If there isn't enough space, move back the spawn point

//by as many spaces as necessary and proceed

if(sizeTemp < 0){

coords[1] += sizeTemp;

}

//After potentially updating the coordinate values

//due to space checking, define the temporary placement vars

yVal = coords[0];

xVal = coords[1];

//Begin ship placement

for(int x = 0; x < length; x++){

//If an attempted overlap occurs, undo everything

if(board[yVal][xVal + x] == '1'){

//Hold the position generation was at in order to undo

count = x;

//Set gen to false and break to attempt gen again

gen = false;

break;

}

else if(board[yVal][xVal + x] == '+'){

//Place a ship onto the board if there's space to do so

board[yVal][xVal + x] = '1';

//Store placement coordinate

ship1.place[x + x] = yVal;

ship1.place[x + x + 1] = xVal + x;

//Set gen to true to avoid undo loop

gen = true;

}

}

//If generation was unsuccessful, undo the attempted generation actions

if(!gen){

for(int x = coords[1]; x < coords[1] + count; x++){

board[yVal][x] = '+';

//Undo storing of placement coordinate

ship1.place[x + x] = 0;

ship1.place[x + x + 1] = 0;

}

}

}

//Attempt vertical generation

else if(ship1.getOrient() == 1){

//Edge collision detection through sufficient space checking

sizeTemp = 10 - coords[0] - length;

//If there isn't enough space, move back the spawn point

//by as many spaces as necessary and proceed

if(sizeTemp < 0){

coords[0] += sizeTemp;

}

//After potentially updating the coordinate values

//due to space checking, define the temporary placement vars

yVal = coords[0];

xVal = coords[1];

//Begin ship placement

for(int y = 0; y < length; y++){

//If an attempted overlap occurs, undo everything

if(board[yVal + y][xVal] == '1'){

//Hold the position generation was at in order to undo

count = y;

//Set gen to false and break to attempt gen again

gen = false;

break;

}

else if(board[yVal + y][xVal] == '+'){

//Place a ship onto the board if there's space to do so

board[yVal + y][xVal] = '1';

//Store placement coordinate

ship1.place[y + y] = yVal + y;

ship1.place[y + y + 1] = xVal;

//Set gen to true to avoid undo loop

gen = true;

}

}

//If generation was unsuccessful, undo the attempted generation actions

if(!gen){

for(int y = coords[0]; y < coords[0] + count; y++){

board[y][xVal] = '+';

//Undo storing of placement coordinate

ship1.place[y + y] = 0;

ship1.place[y + y + 1] = 0;

}

}

}

else{

cout << "An error occurred" << endl;

exit(EXIT\_FAILURE);

}

}while(!gen);

//Debugging

// for(int i = 0; i < length; i++){

// cout << ship1.place[i + i] << ship1.place[i + i + 1] << endl;

// }

//Generate Battleship ship2

do{

//Get the spawn coords with every loop in case they are modified or reset

ship2.setCoords();

coords = ship2.getCoords();

length = ship2.getLength();

//Reset temporary variables for each ship loop

sizeTemp = 0, xVal = 0, yVal = 0, count = 0;

//Attempt horizontal generation

if(ship2.getOrient() == 0 ){

//Edge collision detection through sufficient space checking

sizeTemp = 10 - coords[1] - length;

//If there isn't enough space, move back the spawn point

//by as many spaces as necessary and proceed

if(sizeTemp < 0){

coords[1] += sizeTemp;

}

//After potentially updating the coordinate values

//due to space checking, define the temporary placement vars

yVal = coords[0];

xVal = coords[1];

//Begin ship placement

for(int x = 0; x < length; x++){

//If an attempted overlap occurs, undo everything

if(board[yVal][xVal + x] == '1'){

//Hold the position generation was at in order to undo

count = x;

//Set gen to false and break to attempt gen again

gen = false;

break;

}

else if(board[yVal][xVal + x] == '+'){

//Place a ship onto the board if there's space to do so

board[yVal][xVal + x] = '1';

//Store placement coordinate

ship2.place[x + x] = yVal;

ship2.place[x + x + 1] = xVal + x;

//Set gen to true to avoid undo loop

gen = true;

}

}

//If generation was unsuccessful, undo the attempted generation actions

if(!gen){

for(int x = coords[1]; x < coords[1] + count; x++){

board[yVal][x] = '+';

//Undo storing of placement coordinate

ship2.place[x + x] = 0;

ship2.place[x + x + 1] = 0;

}

}

}

//Attempt vertical generation

else if(ship2.getOrient() == 1){

//Edge collision detection through sufficient space checking

sizeTemp = 10 - coords[0] - length;

//If there isn't enough space, move back the spawn point

//by as many spaces as necessary and proceed

if(sizeTemp < 0){

coords[0] += sizeTemp;

}

//After potentially updating the coordinate values

//due to space checking, define the temporary placement vars

yVal = coords[0];

xVal = coords[1];

//Begin ship placement

for(int y = 0; y < length; y++){

//If an attempted overlap occurs, undo everything

if(board[yVal + y][xVal] == '1'){

//Hold the position generation was at in order to undo

count = y;

//Set gen to false and break to attempt gen again

gen = false;

break;

}

else if(board[yVal + y][xVal] == '+'){

//Place a ship onto the board if there's space to do so

board[yVal + y][xVal] = '1';

//Store placement coordinate

ship2.place[y + y] = yVal + y;

ship2.place[y + y + 1] = xVal;

//Set gen to true to avoid undo loop

gen = true;

}

}

//If generation was unsuccessful, undo the attempted generation actions

if(!gen){

for(int y = coords[0]; y < coords[0] + count; y++){

board[y][xVal] = '+';

//Undo storing of placement coordinate

ship2.place[y + y] = 0;

ship2.place[y + y + 1] = 0;

}

}

}

else{

cout << "An error occurred" << endl;

exit(EXIT\_FAILURE);

}

}while(!gen);

//Debugging

// for(int i = 0; i < length; i++){

// cout << ship2.place[i + i] << ship2.place[i + i + 1] << endl;

// }

//Generate Submarine ship3

do{

//Get the spawn coords with every loop in case they are modified or reset

ship3.setCoords();

coords = ship3.getCoords();

length = ship3.getLength();

//Reset temporary variables for each ship loop

sizeTemp = 0, xVal = 0, yVal = 0, count = 0;

//Attempt horizontal generation

if(ship3.getOrient() == 0 ){

//Edge collision detection through sufficient space checking

sizeTemp = 10 - coords[1] - length;

//If there isn't enough space, move back the spawn point

//by as many spaces as necessary and proceed

if(sizeTemp < 0){

coords[1] += sizeTemp;

}

//After potentially updating the coordinate values

//due to space checking, define the temporary placement vars

yVal = coords[0];

xVal = coords[1];

//Begin ship placement

for(int x = 0; x < length; x++){

//If an attempted overlap occurs, undo everything

if(board[yVal][xVal + x] == '1'){

//Hold the position generation was at in order to undo

count = x;

//Set gen to false and break to attempt gen again

gen = false;

break;

}

else if(board[yVal][xVal + x] == '+'){

//Place a ship onto the board if there's space to do so

board[yVal][xVal + x] = '1';

//Store placement coordinate

ship3.place[x + x] = yVal;

ship3.place[x + x + 1] = xVal + x;

//Set gen to true to avoid undo loop

gen = true;

}

}

//If generation was unsuccessful, undo the attempted generation actions

if(!gen){

for(int x = coords[1]; x < coords[1] + count; x++){

board[yVal][x] = '+';

//Undo storing of placement coordinate

ship3.place[x + x] = 0;

ship3.place[x + x + 1] = 0;

}

}

}

//Attempt vertical generation

else if(ship3.getOrient() == 1){

//Edge collision detection through sufficient space checking

sizeTemp = 10 - coords[0] - length;

//If there isn't enough space, move back the spawn point

//by as many spaces as necessary and proceed

if(sizeTemp < 0){

coords[0] += sizeTemp;

}

//After potentially updating the coordinate values

//due to space checking, define the temporary placement vars

yVal = coords[0];

xVal = coords[1];

//Begin ship placement

for(int y = 0; y < length; y++){

//If an attempted overlap occurs, undo everything

if(board[yVal + y][xVal] == '1'){

//Hold the position generation was at in order to undo

count = y;

//Set gen to false and break to attempt gen again

gen = false;

break;

}

else if(board[yVal + y][xVal] == '+'){

//Place a ship onto the board if there's space to do so

board[yVal + y][xVal] = '1';

//Store placement coordinate

ship3.place[y + y] = yVal + y;

ship3.place[y + y + 1] = xVal;

//Set gen to true to avoid undo loop

gen = true;

}

}

//If generation was unsuccessful, undo the attempted generation actions

if(!gen){

for(int y = coords[0]; y < coords[0] + count; y++){

board[y][xVal] = '+';

//Undo storing of placement coordinate

ship3.place[y + y] = 0;

ship3.place[y + y + 1] = 0;

}

}

}

else{

cout << "An error occurred" << endl;

exit(EXIT\_FAILURE);

}

}while(!gen);

//Debugging

// for(int i = 0; i < length; i++){

// cout << ship3.place[i + i] << ship3.place[i + i + 1] << endl;

// }

//Generate Cruiser ship4

do{

//Get the spawn coords with every loop in case they are modified or reset

ship4.setCoords();

coords = ship4.getCoords();

length = ship4.getLength();

//Reset temporary variables for each ship loop

sizeTemp = 0, xVal = 0, yVal = 0, count = 0;

//Attempt horizontal generation

if(ship4.getOrient() == 0 ){

//Edge collision detection through sufficient space checking

sizeTemp = 10 - coords[1] - length;

//If there isn't enough space, move back the spawn point

//by as many spaces as necessary and proceed

if(sizeTemp < 0){

coords[1] += sizeTemp;

}

//After potentially updating the coordinate values

//due to space checking, define the temporary placement vars

yVal = coords[0];

xVal = coords[1];

//Begin ship placement

for(int x = 0; x < length; x++){

//If an attempted overlap occurs, undo everything

if(board[yVal][xVal + x] == '1'){

//Hold the position generation was at in order to undo

count = x;

//Set gen to false and break to attempt gen again

gen = false;

break;

}

else if(board[yVal][xVal + x] == '+'){

//Place a ship onto the board if there's space to do so

board[yVal][xVal + x] = '1';

//Store placement coordinate

ship4.place[x + x] = yVal;

ship4.place[x + x + 1] = xVal + x;

//Set gen to true to avoid undo loop

gen = true;

}

}

//If generation was unsuccessful, undo the attempted generation actions

if(!gen){

for(int x = coords[1]; x < coords[1] + count; x++){

board[yVal][x] = '+';

//Undo storing of placement coordinate

ship4.place[x + x] = 0;

ship4.place[x + x + 1] = 0;

}

}

}

//Attempt vertical generation

else if(ship4.getOrient() == 1){

//Edge collision detection through sufficient space checking

sizeTemp = 10 - coords[0] - length;

//If there isn't enough space, move back the spawn point

//by as many spaces as necessary and proceed

if(sizeTemp < 0){

coords[0] += sizeTemp;

}

//After potentially updating the coordinate values

//due to space checking, define the temporary placement vars

yVal = coords[0];

xVal = coords[1];

//Begin ship placement

for(int y = 0; y < length; y++){

//If an attempted overlap occurs, undo everything

if(board[yVal + y][xVal] == '1'){

//Hold the position generation was at in order to undo

count = y;

//Set gen to false and break to attempt gen again

gen = false;

break;

}

else if(board[yVal + y][xVal] == '+'){

//Place a ship onto the board if there's space to do so

board[yVal + y][xVal] = '1';

//Store placement coordinate

ship4.place[y + y] = yVal + y;

ship4.place[y + y + 1] = xVal;

//Set gen to true to avoid undo loop

gen = true;

}

}

//If generation was unsuccessful, undo the attempted generation actions

if(!gen){

for(int y = coords[0]; y < coords[0] + count; y++){

board[y][xVal] = '+';

//Undo storing of placement coordinate

ship4.place[y + y] = 0;

ship4.place[y + y + 1] = 0;

}

}

}

else{

cout << "An error occurred" << endl;

exit(EXIT\_FAILURE);

}

}while(!gen);

//Debugging

// for(int i = 0; i < length; i++){

// cout << ship4.place[i + i] << ship4.place[i + i + 1] << endl;

// }

//Generate Destroyer ship5

do{

//Get the spawn coords with every loop in case they are modified or reset

ship5.setCoords();

coords = ship5.getCoords();

length = ship5.getLength();

//Reset temporary variables for each ship loop

sizeTemp = 0, xVal = 0, yVal = 0, count = 0;

//Attempt horizontal generation

if(ship5.getOrient() == 0 ){

//Edge collision detection through sufficient space checking

sizeTemp = 10 - coords[1] - length;

//If there isn't enough space, move back the spawn point

//by as many spaces as necessary and proceed

if(sizeTemp < 0){

coords[1] += sizeTemp;

}

//After potentially updating the coordinate values

//due to space checking, define the temporary placement vars

yVal = coords[0];

xVal = coords[1];

//Begin ship placement

for(int x = 0; x < length; x++){

//If an attempted overlap occurs, undo everything

if(board[yVal][xVal + x] == '1'){

//Hold the position generation was at in order to undo

count = x;

//Set gen to false and break to attempt gen again

gen = false;

break;

}

else if(board[yVal][xVal + x] == '+'){

//Place a ship onto the board if there's space to do so

board[yVal][xVal + x] = '1';

//Store placement coordinate

ship5.place[x + x] = yVal;

ship5.place[x + x + 1] = xVal + x;

//Set gen to true to avoid undo loop

gen = true;

}

}

//If generation was unsuccessful, undo the attempted generation actions

if(!gen){

for(int x = coords[1]; x < coords[1] + count; x++){

board[yVal][x] = '+';

//Undo storing of placement coordinate

ship5.place[x + x] = 0;

ship5.place[x + x + 1] = 0;

}

}

}

//Attempt vertical generation

else if(ship5.getOrient() == 1){

//Edge collision detection through sufficient space checking

sizeTemp = 10 - coords[0] - length;

//If there isn't enough space, move back the spawn point

//by as many spaces as necessary and proceed

if(sizeTemp < 0){

coords[0] += sizeTemp;

}

//After potentially updating the coordinate values

//due to space checking, define the temporary placement vars

yVal = coords[0];

xVal = coords[1];

//Begin ship placement

for(int y = 0; y < length; y++){

//If an attempted overlap occurs, undo everything

if(board[yVal + y][xVal] == '1'){

//Hold the position generation was at in order to undo

count = y;

//Set gen to false and break to attempt gen again

gen = false;

break;

}

else if(board[yVal + y][xVal] == '+'){

//Place a ship onto the board if there's space to do so

board[yVal + y][xVal] = '1';

//Store placement coordinate

ship5.place[y + y] = yVal + y;

ship5.place[y + y + 1] = xVal;

//Set gen to true to avoid undo loop

gen = true;

}

}

//If generation was unsuccessful, undo the attempted generation actions

if(!gen){

for(int y = coords[0]; y < coords[0] + count; y++){

board[y][xVal] = '+';

//Undo storing of placement coordinate

ship5.place[y + y] = 0;

ship5.place[y + y + 1] = 0;

}

}

}

else{

cout << "An error occurred" << endl;

exit(EXIT\_FAILURE);

}

}while(!gen);

//Debugging

// for(int i = 0; i < length; i++){

// cout << ship5.place[i + i] << ship5.place[i + i + 1] << endl;

// }

}

void Game::print(){

//Output Nums on top of board

////////////////////////////////////////////////////////////////////////////

for(int i = 0; i < 10; i++){

if(i == 0 ) cout << " ";

cout << " " << i;

if(i == 9 ) cout << endl;

}

////////////////////////////////////////////////////////////////////////////

//Output the playing board in its current state

////////////////////////////////////////////////////////////////////////////

int size = 10;

for(int y = 0; y < size; y++){

//Output letters on left side of board

cout << letters[y] << " ";

//Output board characters

for(int x = 0; x < size; x++){

if(board[y][x] == '1'){

cout << "+" << " "; //"Hide" the ship positions to user

}

else{

cout << board[y][x] << " "; //Output the char ie: +,\*,X

}

}

cout << endl;

}

////////////////////////////////////////////////////////////////////////////

}

char \*Game::input(string action){

bool valid = true;

string str = "";

char \*temp = new char[2]; //For C-string

int size;

//Input validation

///////////////////////////////////////////////////////////////////////////

cout << "Please enter " << action << ": ";

do{

if(!valid){

cout << "Invalid entry. Please try again: ";

}

cin >> str;

cin.ignore();

size = str.length();

valid = true;

if(size > 2){

valid = false;

continue;

}

//Check if values entered are alphanumeric

if(isalnum(str[0]) || isalnum(str[1])){

//Check if the first character is alphabetical and do changes

if(isalpha(str[0])){

str[0] = tolower(str[0]);

if(str[0]>'j'){

valid = false;

continue;

}

else{

str[0] -= 49;

}

}

else{

cout << endl;

cout << "The first character must be alphabetical (A-J). " << endl;

valid = false;

continue;

}

//Check if second character is a number and if it's <= 9

if(!(isdigit(str[1]) && (str[1] > 9))){

cout << endl;

cout << "The second character must be numerical and in the";

cout << " range of 0 to 9. " << endl;

valid = false;

continue;

}

for(int j = 0; j < size; j++){

temp[j] = str[j];

}

}

else{

valid = false;

}

}while(!valid);

///////////////////////////////////////////////////////////////////////////

return temp;

}

void Game::update(char\* guess){

//Convert chars into ints and set them equal to temp variables

int y = guess[0] - '0';

int x = guess[1] - '0';

//If hit

if(board[y][x] == '1'){

board[y][x] = 'X';

hp--;

//Check all ship coordinates to determine which ship type was hit

////////////////////////////////////////////////////////////////////////

for(int i = 0; i < (ship1.length \* 2); i++){

if(ship1.place[i + i] == y && ship1.place[i + i + 1] == x){

ship1--;

}

}

for(int i = 0; i < (ship2.length \* 2); i++){

if(ship2.place[i + i] == y && ship2.place[i + i + 1] == x){

ship2--;

}

}

for(int i = 0; i < (ship3.length \* 2); i++){

if(ship3.place[i + i] == y && ship3.place[i + i + 1] == x){

ship3--;

}

}

for(int i = 0; i < (ship4.length \* 2); i++){

if(ship4.place[i + i] == y && ship4.place[i + i + 1] == x){

ship4--;

}

}

for(int i = 0; i < (ship5.length \* 2); i++){

if(ship5.place[i + i] == y && ship5.place[i + i + 1] == x){

ship5--;

}

}

////////////////////////////////////////////////////////////////////////

}

//If miss

if(board[y][x] == '+'){

board[y][x] = '\*';

}

//Note: If already hit ('X') or a miss ('\*'), do nothing.

//Output when a ship has been sunk!

if(ship1.hp == 0){

//Turn value negative to avoid outputting with every update

ship1--;

cout << "#########################################" << endl << endl;

cout << "You sunk my " << ship1.getName() << "!" << endl << endl;

cout << "#########################################" << endl << endl;

}

if(ship2.hp == 0){

//Turn value negative to avoid outputting with every update

ship2--;

cout << "#########################################" << endl << endl;

cout << "You sunk my " << ship2.getName() << "!" << endl << endl;

cout << "#########################################" << endl << endl;

}

if(ship3.hp == 0){

//Turn value negative to avoid outputting with every update

ship3--;

cout << "#########################################" << endl << endl;

cout << "You sunk my " << ship3.getName() << "!" << endl << endl;

cout << "#########################################" << endl << endl;

}

if(ship4.hp == 0){

//Turn value negative to avoid outputting with every update

ship4--;

cout << "#########################################" << endl << endl;

cout << "You sunk my " << ship4.getName() << "!" << endl << endl;

cout << "#########################################" << endl << endl;

}

if(ship5.hp == 0){

//Turn value negative to avoid outputting with every update

ship5--;

cout << "#########################################" << endl << endl;

cout << "You sunk my " << ship5.getName() << "!" << endl << endl;

cout << "#########################################" << endl << endl;

}

}

void Game::endGame(int moves){

string name = "";

bool valid = true;

int size;

fstream file;

cout << "Congratulations, you sunk my battleships!" << endl;

cout << "Your total moves were: " << moves << endl;

cout << "Enter your initials to add yourself to the leaderboard. " << endl;

cout << "(Note: Your initials must be 3 characters) : ";

do{

if(!valid){

cout << "Invalid entry. Please try again: ";

}

valid = true;

getline(cin, name);

size = name.length();

//Ensure initials are 3 characters long

if(!(size==3)){

valid = false;

continue;

}

//Ensure characters are alphabetical

for(int i = 0; i < size; i++){

if(!(isalpha(name[i]))){

valid = false;

continue;

}

}

}while(!valid);

cout << "Your highscore has been saved. Thanks for playing! \n" << endl;

//Open or create highscores file

file.open("highscores.txt", fstream::in|fstream::out|fstream::app);

file << "High scores: ";

//Add initials to the file

for(int i = 0; i < size; i++){

file << name[i];

}

file << " with " << moves << " moves! "<< '\r' << '\n' << endl;

file.close();

}

#include "AircraftCarrier.h"

using namespace std;

//Constructor

AircraftCarrier::AircraftCarrier() {

name = "Aircraft Carrier";

length = 5;

orient = rand() % 2;

hp = 5;

coords[0] = 0;

coords[1] = 0;

//Initialize placement coordinate array

place = new int[length \* 2];

for(int i = 0; i < (length\*2); i++){

place[i] = 0;

}

}

//Copy constructor

AircraftCarrier::AircraftCarrier(const AircraftCarrier& orig) {

name = orig.name;

length = orig.length;

orient = orig.orient;

hp = orig.hp;

\*coords = \*orig.coords;

}

//Destructor

AircraftCarrier::~AircraftCarrier() {

}

///\*\*\*Getters\*\*\*///

void AircraftCarrier::setCoords(){

coords[0] = rand() % 10;

coords[1] = rand() % 10;

}

string AircraftCarrier::getName(){

return name;

}

int AircraftCarrier::getLength(){

return length;

}

int AircraftCarrier::getOrient(){

return orient;

}

int AircraftCarrier::getHp(){

return hp;

}

int \*AircraftCarrier::getCoords(){

return coords;

}

#include "Battleship.h"

using namespace std;

Battleship::Battleship() {

name = "Battleship";

length = 4;

orient = rand() % 2;

hp = 4;

coords[0] = 0;

coords[1] = 0;

//Initialize placement coordinate array

place = new int[length \* 2];

for(int i = 0; i < (length\*2); i++){

place[i] = 0;

}

}

Battleship::Battleship(const Battleship& orig) {

name = orig.name;

length = orig.length;

orient = orig.orient;

hp = orig.hp;

\*coords = \*orig.coords;

}

Battleship::~Battleship() {

}

///\*\*\*Getters\*\*\*///

void Battleship::setCoords(){

coords[0] = rand() % 10;

coords[1] = rand() % 10;

}

string Battleship::getName(){

return name;

}

int Battleship::getLength(){

return length;

}

int Battleship::getOrient(){

return orient;

}

int Battleship::getHp(){

return hp;

}

int \*Battleship::getCoords(){

return coords;

}

#include "Cruiser.h"

using namespace std;

Cruiser::Cruiser() {

name = "Cruiser";

length = 3;

orient = rand() % 2;

hp = 3;

coords[0] = 0;

coords[1] = 0;

//Initialize placement coordinate array

place = new int[length \* 2];

for(int i = 0; i < (length\*2); i++){

place[i] = 0;

}

}

Cruiser::Cruiser(const Cruiser& orig) {

name = orig.name;

length = orig.length;

orient = orig.orient;

hp = orig.hp;

\*coords = \*orig.coords;

}

Cruiser::~Cruiser() {

}

///\*\*\*Getters\*\*\*///

void Cruiser::setCoords(){

coords[0] = rand() % 10;

coords[1] = rand() % 10;

}

string Cruiser::getName(){

return name;

}

int Cruiser::getLength(){

return length;

}

int Cruiser::getOrient(){

return orient;

}

int Cruiser::getHp(){

return hp;

}

int \*Cruiser::getCoords(){

return coords;

}

#include "Destroyer.h"

using namespace std;

Destroyer::Destroyer() {

name = "Destroyer";

length = 2;

orient = rand() % 2;

hp = 2;

coords[0] = 0;

coords[1] = 0;

//Initialize placement coordinate array

place = new int[length \* 2];

for(int i = 0; i < (length\*2); i++){

place[i] = 0;

}

}

Destroyer::Destroyer(const Destroyer& orig) {

name = orig.name;

length = orig.length;

orient = orig.orient;

hp = orig.hp;

\*coords = \*orig.coords;

}

Destroyer::~Destroyer() {

}

///\*\*\*Getters\*\*\*///

void Destroyer::setCoords(){

coords[0] = rand() % 10;

coords[1] = rand() % 10;

}

string Destroyer::getName(){

return name;

}

int Destroyer::getLength(){

return length;

}

int Destroyer::getOrient(){

return orient;

}

int Destroyer::getHp(){

return hp;

}

int \*Destroyer::getCoords(){

return coords;

}

#include "Submarine.h"

using namespace std;

Submarine::Submarine() {

name = "Submarine";

length = 3;

orient = rand() % 2;

hp = 3;

coords[0] = 0;

coords[1] = 0;

//Initialize placement coordinate array

place = new int[length \* 2];

for(int i = 0; i < (length\*2); i++){

place[i] = 0;

}

}

Submarine::Submarine(const Submarine& orig) {

name = orig.name;

length = orig.length;

orient = orig.orient;

hp = orig.hp;

\*coords = \*orig.coords;

}

Submarine::~Submarine() {

}

///\*\*\*Getters\*\*\*///

void Submarine::setCoords(){

coords[0] = rand() % 10;

coords[1] = rand() % 10;

}

string Submarine::getName(){

return name;

}

int Submarine::getLength(){

return length;

}

int Submarine::getOrient(){

return orient;

}

int Submarine::getHp(){

return hp;

}

int \*Submarine::getCoords(){

return coords;

}

/\*

\* File: Ship.cpp

\* Author: Cokes PC

\*

\* Created on July 26, 2018, 7:57 PM

\*/

#include "Ship.h"

Ship::Ship() {

}

Ship::Ship(const Ship &orig) {

}

Ship::~Ship() {

}

/\*

\* File: AircraftCarrier.h

\* Author: Cokes PC

\*

\* Created on July 26, 2018, 7:58 PM

\*/

#include "Ship.h"

#ifndef AIRCRAFTCARRIER\_H

#define AIRCRAFTCARRIER\_H

class AircraftCarrier : public Ship {

friend class Game;

public:

AircraftCarrier();

AircraftCarrier(const AircraftCarrier& orig);

virtual ~AircraftCarrier();

//Overloaded postfix -- operator

AircraftCarrier operator--(int){

hp--; //Updates the Hp value by subtracting one

return \*this;

}

//Setters for modifying values

void setCoords(); //Creates a new spawnpoint

//Getters for returning the data in the member

string getName();

int getLength();

int getOrient();

int getHp();

int \*getCoords();

private:

};

#endif /\* AIRCRAFTCARRIER\_H \*/

/\*

\* File: Battleship.h

\* Author: Cokes PC

\*

\* Created on July 26, 2018, 7:58 PM

\*/

#include "Ship.h"

#ifndef BATTLESHIP\_H

#define BATTLESHIP\_H

class Battleship : public Ship {

public:

friend class Game;

Battleship();

Battleship(const Battleship& orig);

virtual ~Battleship();

//Overloaded postfix -- operator

Battleship operator--(int){

hp--; //Updates the Hp value by subtracting one

return \*this;

}

//Setters for modifying values

virtual void setCoords(); //Creates a new spawnpoint

//Getters for returning the data in the member

string getName();

int getLength();

int getOrient();

int getHp();

virtual int \*getCoords();

private:

};

#endif /\* BATTLESHIP\_H \*/

/\*

\* File: Cruiser.h

\* Author: Cokes PC

\*

\* Created on July 26, 2018, 7:59 PM

\*/

#include "Ship.h"

#ifndef CRUISER\_H

#define CRUISER\_H

class Cruiser : public Ship {

friend class Game;

public:

Cruiser();

Cruiser(const Cruiser& orig);

virtual ~Cruiser();

//Overloaded postfix -- operator

Cruiser operator--(int){

hp--; //Updates the Hp value by subtracting one

return \*this;

}

//Setters for modifying values

void setCoords(); //Creates a new spawnpoint

//Getters for returning the data in the member

string getName();

int getLength();

int getOrient();

int getHp();

int \*getCoords();

private:

};

#endif /\* CRUISER\_H \*/

/\*

\* File: Destroyer.h

\* Author: Cokes PC

\*

\* Created on July 26, 2018, 7:59 PM

\*/

#include "Ship.h"

#ifndef DESTROYER\_H

#define DESTROYER\_H

class Destroyer : public Ship {

friend class Game;

public:

Destroyer();

Destroyer(const Destroyer& orig);

virtual ~Destroyer();

//Overloaded postfix -- operator

Destroyer operator--(int){

hp--; //Updates the Hp value by subtracting one

return \*this;

}

//Setters for modifying values

void setCoords(); //Creates a new spawnpoint

//Getters for returning the data in the member

string getName();

int getLength();

int getOrient();

int getHp();

int \*getCoords();

private:

};

#endif /\* DESTROYER\_H \*/

/\*

\* File: Submarine.h

\* Author: Cokes PC

\*

\* Created on July 26, 2018, 7:59 PM

\*/

#include "Ship.h"

#ifndef SUBMARINE\_H

#define SUBMARINE\_H

class Submarine : public Ship {

friend class Game;

public:

Submarine();

Submarine(const Submarine& orig);

virtual ~Submarine();

//Overloaded postfix -- operator

Submarine operator--(int){

hp--; //Updates the Hp value by subtracting one

return \*this;

}

//Setters for modifying values

void setCoords(); //Creates a new spawnpoint

//Getters for returning the data in the member

string getName();

int getLength();

int getOrient();

int getHp();

int \*getCoords();

private:

};

#endif /\* SUBMARINE\_H \*/

/\*

\* File: Game.h

\* Author: Cokes PC

\*

\* Created on July 26, 2018, 7:55 PM

\*/

#include <string>

using namespace std;

#include "Ship.h"

#include "AircraftCarrier.h"

#include "Battleship.h"

#include "Submarine.h"

#include "Cruiser.h"

#include "Destroyer.h"

#ifndef GAME\_H

#define GAME\_H

class Game {

friend class Ship;

public:

Game();

Game(const Game& orig);

virtual ~Game();

//Executes and maintains game processes

void play();

//Outputs a player introduction and rules

void intro();

//Calls for ship and board initialization functions

void init();

//Generates & Initializes the playing board

void bordGen();

//Generates complete ship on the playing board

//Warning: Absurdly redundant due to every ship having its own gen loop

void shipGen();

//Print the playing board in its current state

void print();

//Get user to input a guess

char \*input(string);

//Update the board throughout play

void update(char \*);

//Get user ID and store the number of moves it took for them to win the game

void endGame(int);

private:

//Store Board, Vars, and maybe player structs from proj 1 in here

static string letters;

//char \*\*board; or board[10][10].

char board[10][10];

int hp = 17;

//Ship members

AircraftCarrier ship1;

Battleship ship2;

Submarine ship3;

Cruiser ship4;

Destroyer ship5;

};

#endif /\* GAME\_H \*/

/\*

\* File: Ship.h

\* Author: Cokes PC

\*

\* Created on July 26, 2018, 7:57 PM

\*/

using namespace std;

#include <string>

#ifndef SHIP\_H

#define SHIP\_H

class Ship {

public:

Ship();

Ship(const Ship &orig);

virtual ~Ship();

private:

protected:

//Holds the ship name/type

string name;

//Holds the length/size of the ship

int length;

//Holds the ship orientation (0 is horizontal, 1 is vertical)

int orient;

//Holds the amount of hit points the ship can take

int hp;

//Holds X & Y Spawnpoint coordinates for the ship

int coords[2];

//Holds the placement coordinates in a one dimensional array for easy access

int \*place;

};

#endif /\* SHIP\_H \*/